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Abstract

The discipline of software engineering has historically been inward facing in nature. Limited research has been performed regarding the adoption of practices from external disciplines for the purposes of improving research methods. Virtually no research has been performed regarding the adoption of external practices for the purposes of improving software development techniques. This project serves to fill this gap.

This project investigates the feasibility of sharing knowledge between software engineering and other disciplines for the purposes of improving software development practices. The discipline of mental health is identified as a potential candidate from which to learn, in particular the practice of Community Based Participatory Research, which was recognised as being similar in nature to agile software development. An exploratory case study is designed in order to identify differences in implementation across these practices, generate hypotheses regarding the implementation of these practices, and identify possible opportunities for knowledge sharing between the disciplines.

The case study consists of interviews conducted with experts in software engineering and mental health research. Participants are questioned on their understanding and experiences with the investigated practices, along with their opinions towards the adoption and sharing of interdisciplinary practices. A general systems model is created in order to facilitate these interviews, and was found to be effective for gathering data from participants.

Participants from software engineering and mental health research believed that practices from within their disciplines could be improved by adopting adapted practices from external domains. Participants from both disciplines suggested practices that could be offered to other disciplines from within their domain. Participants generally identified that their research areas were inward-facing and silo based. Opportunities for software engineering and mental health to collaborate were identified, in the areas of communication, approaches to development and approaches to handling time constraints. The feasibility of interdisciplinary knowledge sharing within software engineering was established and recommendations were made regarding future interdisciplinary work within software engineering.
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Software engineering research has a well-defined history of being insular, seeking inspiration almost exclusively from within the self-contained walls that the discipline has established for itself (Glass et al. 2002). Limited and sporadic research has been undertaken in order to discover techniques from other disciplines for the purposes of improving research practices (Sim et al. 2001). However, there has been virtually no effort to date for seeking inspiration regarding the practices for developing and maintaining software. As a discipline, software engineering is concerned with the practices surrounding the design, building, testing and maintenance of software applications (Parnas 1999). However research within software engineering takes an inward-facing view towards these practices, making little effort to learn from other disciplines regardless of the potential two-way benefit that could follow. This thesis explores the feasibility of looking to other disciplines for inspiration and learning opportunities, and in turn sharing knowledge across interdisciplinary boundaries.

Software systems are becoming increasingly prevalent throughout society, and the need to create quality software has never been higher. It may be fair to assume that given a $1 billion budget, a fully qualified software development team and a seemingly clear set of requirements, the delivery of a successful software project is all but given. Unfortunately, as the United States Air Force experienced, even projects with large budgets and qualified team members are still susceptible to underperformance and ultimately failure. The US Air Force spent over $1 billion on an enterprise resource planning (ERP) software development project before it decided to shut the project down in 2012, as the software failed to deliver ‘any significant military capability’ (Kanaracus 2012). Even worse, this type of story is not an anomaly in the software development industry. A survey of software projects in 2000 found that only 28 per cent succeeded outright, approximately 23 per cent were cancelled prior to delivery, with the remainder being delivered substantially late, over budget, lacking features, or a combination of the three (Standish Group 2001).

It is through innovation and exploration that software engineering can discover ways to improve practices within the domain (Schneiderman 2007; Taylor 2010). The issue with the US Air Force’s ERP software was not that it was deficient in a technical sense, it was that it did not fulfil the needs of the users of the software. Too often this is the familiar story with software development, where software is created with completely functional capabilities that aren’t suited to fulfil the users’ needs. As a dis-
Introduction

cipline, software engineering is moving towards user-focused, iterative development practices such as those undertaken within agile software development methodologies, in order to mitigate these issues (Stepanek 2005), however there is still ample capacity to improve in this area.

An uncharted area of interest is the use of multidisciplinary approaches in order to improve practices within the discipline of software engineering. Glass et al. (2002) identify that software engineering is generally an inward-focused discipline, where a survey of literature over a five year period found that 98 percent of papers did not use a reference discipline outside of software engineering. Sim et al. (2000) propose that software engineering could benefit as a discipline by harnessing the theories and methods from fields outside of software engineering itself, while McGrath & Uden (2000) propose that other disciplines may benefit through the sharing of advances in knowledge representation that have developed within software engineering. It is this multidisciplinary approach to knowledge sharing that will be investigated throughout this project, in order to identify the feasibility for sharing knowledge across interdisciplinary boundaries, as well as identification of possible practices that may be beneficial for adoption within the discipline of software engineering from an outside discipline.

An identified discipline that software engineering may be able to learn from is mental health research. Firstly, behavioural sciences have been identified as a potential source of knowledge for software engineering (Jeffery 2000; Wells & Harrison 2000; Conradi et al. 2000). Secondly, the emerging practice of Community Based Participatory Research (CBPR), a technique for studying and addressing intractable health and social problems within mental health research (Israel et al. 2008), has been identified as being undertaken in a very similar manner to agile software development, despite a lack of literature identifying a connection between the two sets of practices. Agile software development has also been identified by Bjornson & Dingsoyr (2008) as an area that warrants further research due to its influence on industry software development practice. It is proposed that the two disciplines may be able to benefit from the knowledge held by the other regarding the implementation of these user-based, iterative approaches to solving problems. Questions that can be asked include:

- Are these methodologies similar enough in implementation that they can indeed be compared? And if so,

- At what points in implementation do agile and CBPR practices diverge? Are there correlations between the issues/benefits experienced by each discipline, the extent of user engagement within each discipline and the point of divergence in implementation of these practices?

- What other practices or methodologies within these disciplines may be of benefit to the other?

Software engineering is concerned with the practices surrounding the design, building, testing and maintenance of software, and this project therefore places emphasis...
on research surrounding practices within the software engineering process. Hence knowledge sharing regarding the practices undertaken within agile software development and CBPR will be the focus of this thesis.

1.1 Objective

The purpose of this project is to identify the feasibility of sharing knowledge between software engineering and other disciplines for the ultimate purpose of identifying practices that may be generalised and translated across interdisciplinary boundaries. This thesis will investigate the extent to which software engineering may be able to share knowledge with and learn from the discipline of mental health research, and the extent to which modelling techniques are an effective mechanism for the communication of knowledge between these disciplines.

The specific research questions that are addressed in this thesis are:

- What are the main challenges faced in practice when undertaking user-focused, iterative methodologies?

- Can an effective, general model that represents agile and CBPR methodologies be created and used to communicate knowledge?

- Are there correlations between user engagement at particular lifecycle stages and issues experienced when implementing user-based, iterative practices?

- What is the general attitude towards interdisciplinary knowledge sharing in the software engineering and mental health research domains?

- Which practices may be able to be transferred between mental health research and software engineering?

1.2 Project Plan

The primary research component for this project is an exploratory case study using the framework provided by Runeson & Host (2008). This case study investigates the real-world implementation of agile and CBPR practices by way of interviews with domain experts in each area, and compares and contrasts practices within the two disciplines of software engineering and mental health. The case study also investigates attitudes towards interdisciplinary collaboration felt by the domain experts that acted as participants for the study.

A general model that encapsulates the phases within agile and CBPR practices is created using Systems Modelling techniques. This model is used in the interviews as a mechanism for identifying differences in implementation across the two disciplines, as well as identifying the stages in the lifecycle that demonstrate the most and the least amount of user engagement.
The data collected as a result of this case study is analysed and reported using a grounded theory approach to qualitative data analysis. The analysis will be primarily focussed at hypothesis generation and for explanatory building purposes.

It is noted that there was a change in direction for the project plan partway through the project period. A description of the original plan, along with an explanation for the change can be found in Appendix A.

1.3 Contribution

This thesis contributes to the practice of interdisciplinary knowledge sharing through the demonstration of a mechanism which can be used to transfer knowledge across interdisciplinary boundaries. This thesis also contributes to the software engineering body of knowledge by way of addressing the identified inward facing nature of the discipline and providing a demonstration of how practices from external disciplines may be identified for use within the software engineering domain. Contributions are made through:

1. The application of Systems Modelling techniques to agile software development and CBPR practices in order to develop a general model that is applicable to both practices;

2. A presentation of interdisciplinary literature produced within software engineering to date;

3. The implementation of a case study in which the application of the developed model is demonstrated and information regarding knowledge sharing is gathered from experts in the field;

4. The analysis of collected case study data, leading to identification of practices that may be beneficial for adoption across interdisciplinary boundaries; and

5. Formally comparing agile software development to CBPR, literature to date has failed to do so.

1.4 Document Outline

Chapter 2 provides an overview of the multidisciplinary research that has been undertaken within software engineering. The inward facing nature of the software engineering discipline is explored, along with an overview of related methodologies and practices. The inherently complex nature of software is addressed, along with an introduction to Systems Engineering, Systems Thinking and Systems Modelling techniques. It also briefly explores the use of Participatory Research (such as CBPR) in mental health research, along with identifying grounds as to why mental health research could benefit from knowledge sharing with the discipline of software engineering.
Chapter 3 describes the processes undertaken in order to create a general model that represents the phases within agile software development and CBPR practices. Systems modelling was used for this process, with an informal general systems model of the two sets of practices produced. This approach to modelling represents an original method contributed by the author, and a guide is provided describing the steps undertaken in producing the general systems model.

Chapter 4 introduces the methodology for a case study involving interviews with experts in software engineering and mental health research. The purpose of this case study is to identify areas in which software engineering and mental health research may benefit from knowledge sharing activities, with a particular focus on agile software development and CBPR activities. The design of the case study is outlined in this chapter, with details regarding protocols used for collecting, analysing and reporting data. Potential concerns regarding the validity of the case study are also addressed in this chapter.

Chapter 5 presents the findings for the case study, along with an analysis and discussion of results. Hypothetical models are generated based on the data gathered in the case study, along with a comparison of agile software development and CBPR. A discussion regarding the implications for future interdisciplinary work within software engineering is given, along with identified strengths and weaknesses of the case study.

Chapter 6 reviews the contributions made by this project, presents a summary of the major findings for this research project and identified future work that follows from these findings. This chapter contains the concluding remarks for the project, including the implications for future interdisciplinary research within software engineering.
Background and Related Work

The literature presented in this chapter gives context for this research project as a whole. The general attitude towards interdisciplinary work within software engineering is presented in order to highlight the insular nature of the discipline. This insular position presents an opportunity for researchers within software engineering to investigate the ways in which other disciplines solve problems of a similar nature, in order to explore and discover new ways to approach familiar problems within software engineering. Through new approaches, research can identify which practices are most effective within software engineering, and in turn, software engineering can contribute back to the disciplines from which it is learning from. In order to set the context for how software engineering will learn from and contribute to another discipline within this research project, three sections are presented in this chapter: the attitudes and approaches to interdisciplinary practices within software engineering; current software engineering practice which are both utilised in this project and may be beneficial to other disciplines; and relevant literature from the discipline of mental health.

The first section of this chapter presents evidence regarding the inward-facing nature within software engineering, and a summary of literature for interdisciplinary work performed to date. The attitudes to interdisciplinary work are included to identify that while there has been a historical tendency to be insular within this discipline, there is growing support towards interdisciplinary practices within software engineering. This support has been met by a handful of research projects which have included an interdisciplinary aspect to them, however have had a tendency to be focused towards software engineering research practices with a particular emphasis towards empirical software engineering research. The research in this project is in contrast to these projects as the focus is on software engineering practices rather than software engineering research methods. This is described visually in Figure 2.1, where majority of interdisciplinary research within software engineering is represented by the red arrow, which is for improving research methods within the discipline (which in turn make recommendations to software engineering practices). The research in this project instead sits along the blue arrow, where the focus is on improving software engineering practices themselves through the investigation of interdisciplinary practices. This chapter will explore literature across both of these areas, as the lessons
learned about using interdisciplinary practices for research methods and for development methods are applicable across the whole discipline, despite the difference in context for application.

Figure 2.1: Distinguishing between interdisciplinary research towards research and development practices

Following the section on interdisciplinary approaches within software engineering, existing software engineering practices and research are presented. The first reason for including this section is that many of the practices explored through the literature are implemented or used throughout this research project. Practices that are implemented include abstraction, systems thinking and modelling, while practices and research that are used for reference include the software engineering lifecycle, agile software development and the complex nature of software. The second reason for including this section, is that it provides the reader with a reference for some of the practices and research which may benefit other disciplines through interdisciplinary collaboration. While this section may not exhaust all software engineering literature, it provides a core set of research that has been undertaken in the discipline to date. However, in order to present the case for a truly interdisciplinary project, software engineering research alone cannot provide enough context for the project, and as such this section is followed by relevant literature from the domain of mental health.

The final section of this chapter presents evidence supporting the notion that mental health in Australia is in need of reform, where interdisciplinary approaches may prove benefit, and explores the implementation of participatory design and CBPR within mental health research. The need for reform is highlighted as it demonstrates
that mental health is a discipline that may benefit from disruption, and as such, interdisciplinary approaches may provide value to mental health. Current attitudes to interdisciplinary research within mental health research is also explored, highlighting that this discipline is far more outward-looking than software engineering is. Despite having a more outward-focused attitude, interdisciplinary projects are often restricted to health-based and social science disciplines. This leads to an argument that other disciplines may prove beneficial to mental health, and given their open-mindedness, are an appropriate discipline to collaborate with for this project. This section concludes with an outline of participatory design and CBPR methodologies, which bear resemblance to agile software development methodologies. This analysis leads into a comparison and model generation of these multidisciplinary techniques in Chapter 3.

2.1 Interdisciplinary attitudes and approaches to Software Engineering

Research within the discipline of Software Engineering has historically been almost entirely inward facing, relying solely on theories and methodologies that have originated within the discipline itself. A pattern of interdisciplinary work is slowly emerging for research methods, but has not yet gained widespread acceptance within the Software Engineering research community nor appears to have bridged the gap into Software Engineering industry. This section presents evidence of the historically inward-looking nature of Software Engineering, along with significant interdisciplinary work that has been undertaken within the discipline in recent years.

2.1.1 Historically inward-looking nature of Software Engineering Research

The majority of Software Engineering research performed to date has not included any reference discipline outside of Software Engineering itself. Evidence of this behaviour is presented within this subsection, along with research that recommends that Software Engineering Research could benefit by increasing the amount of outward-facing research performed within the discipline.

Glass et al. (2002) performed a survey on Software Engineering literature produced within key journals between 1995 and 1999, and of the 369 papers examined, ninety-eight percent contained no reference discipline outside of Software Engineering. Glass et al. explain that the work undertaken in their study was performed with the intention of providing a descriptive report about the state of research within the Software Engineering domain (2002, p. 494). During the examination of 369 papers, a classification scheme containing 12 reference disciplines was used to identify the reference discipline for each paper (Glass et al. 2002, p. 496). In this paper, a reference discipline is defined as “any discipline outside the SE field that the SE researchers have relied upon for theory and/or concepts” (Glass et al. 2002, p. 498). Of the papers examined, 0.54% relied on Cognitive Psychology, 0.27% relied upon Social and Behavioural Sci-
ence, Management, and Management Science, while the remaining 98.1% relied solely upon theories and concepts from within the Software Engineering domain itself (Glass et al. 2002, p. 500). This paper concluded that Software Engineering research is predominantly inwardly focused, finding that “SE research tends to be quite self-contained, not relying on any other disciplines for its thinking” (Glass et al. 2002, p. 500).

Segal et al. (2005) further expanded upon the work produced by Glass et al. (2002) by investigating literature published within the journal of Empirical Software Engineering between 1997 and 2003. Segal et al. felt that the original paper authored by Glass et al. (2002) was narrow in scope and potentially missed a large portion of empirical Software Engineering research, particularly for studies that focus on people. After repeating the work performed by Glass et al. (2002), Segal et al. (2005) found that the original findings largely lined up with what they had found, particularly about the inward facing nature of Software Engineers. Segal et al. note that empirical software engineers share the same tendency to be insular as software engineers in general, finding that 85 percent of papers contain no reference discipline, 6 percent referenced Psychology, 5 percent referenced a Mathematical or Computer Science field and 4 percent referenced Social Science (2005, p. 3). Along with verifying the inward facing nature of the Software Engineering community, Segal et al. also identify that it is unlikely for studies conducted within Software Engineering to focus on people (2005, p. 4).

Leading from the findings made by Glass et al. and Segal et al. there is scope within the discipline of Software Engineering to investigate the theories and concepts developed within other disciplines. The remainder of this subsection will identify research within the Software Engineering domain that provides discussion around the use of interdisciplinary approaches within Software Engineering.

Sjoberg et al. (2007) identified the small extent to which theories are used within the Software Engineering domain, and explore methods that may assist in building theories within Software Engineering. The research identifies that theories in Software Engineering can come from three sources: theories that are used verbatim from other disciplines; theories from other disciplines that have been adapted to Software Engineering before use; and theories that are generated within Software Engineering itself (Sjoberg et al. 2007, p. 14). Sjoberg et al. identify the multidisciplinary nature of Software Engineering, citing theories that are used within the discipline that have been taken as they are from other disciplines, as well as theories from other disciplines that have been adapted for use within Software Engineering (2007, p. 14). Sjoberg et al. (2007) recommend the continued use of developing theories using multidisciplinary techniques, along with developing theories from within Software Engineering as the discipline develops. Recommendations such as these provide momentum for the type of work that is undertaken in this project, from which theories may be developed as a result of multidisciplinary collaborations.

Rus et al. (2001) identify the benefits of using interdisciplinary groups and approaches during their investigation into the use of knowledge management (KM) in Software Engineering. This investigation identified nine success factors for the implementation of a KM within Software Engineering. One of the success factors identified for successful knowledge management was the use of “Interdisciplinary problem solv-
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[As] this will transfer the knowledge from one discipline to another, as well as provide solutions to interdisciplinary problems in decreased time” (Rus et al. 2001, p. 41). Just as Rus et al. (2001) recognise the importance of interdisciplinary work groups within Software Engineering, so too does this project aim to capitalise on the transfer of knowledge between disciplines, as well as look at potential solutions for interdisciplinary problems.

Herbsleb & Mockus (2003) acknowledge the appeal of using interdisciplinary approaches within Software Engineering for problems that have similar properties. The example provided by Herbsleb & Mockus describes the problems faced by humans competing for floor space and programs competing for memory, which both have similar constraints and are instances of resource conflict (2003, p. 139). Herbsleb & Mockus ultimately decide against using an interdisciplinary approach to the coordination problems they were facing, stating that it is their belief that Software Engineering is not yet sufficiently mature for such broad and general approaches (2003, p. 139). Little detail was provided by the authors of this paper regarding this position towards interdisciplinary practices. The work performed within this thesis acknowledges the infancy of interdisciplinary approaches within Software Engineering, and through an exploratory, empirical case study, aims to identify potential areas within the discipline that may benefit from such approaches.

Bennet et al. (2000) recognise the inherent interdisciplinary nature of software and Software Engineering. Bennet et al. held a software workshop, Forecasting the Future, in which academics from a range of disciplines (including organisational sociology, psychology, law, marketing, engineering and biochemistry) were invited to evaluate the work undertaken by the group (2000, p. 3). The results of this workshop were that the issue of interdisciplinarity is critical to developing a vision for the future of software, and that software does not exist in isolation but in a legal, political, social and economic context (Bennet et al. 2000 p. 3). Bennet et al. claim that in order to achieve the highest possible levels of productivity and quality, Software Engineering must break down the rigid walls that exists between software and its environment (2000 p. 3). This thesis aims at breaking down walls between Software Engineering and other disciplines, ultimately for the purposes of collaboration and learning. Bennet et al. (2000) have identified that software cannot exist in isolation, and it is with this mindset that we look to other disciplines for learning opportunities in order to better practices within our own domain.

As demonstrated by Glass et al. (2002), the majority of Software Engineering research provides no reference discipline outside of Software Engineering itself, leading to the conclusion that as a discipline, Software Engineering is generally inward facing. Sjoberg et al. (2007), Rus et al. (2001), Herbsleb & Mockus (2003) and Bennet et al. (2000) recognise that there are certainly various parts of Software Engineering that could benefit from an interdisciplinary approach. It is noted that Herbsleb & Mockus (2003) felt that as it currently stood, Software Engineering was not yet mature enough to adopt a multidisciplinary approach to the coordination activities they were undertaking, however in comparison, the aim of this exploratory project is to identify potential areas in which interdisciplinary practices may be of benefit to Software Engineers.
The remainder of this section will investigate theoretical and empirical research into the use of interdisciplinary approaches within Software Engineering.

### 2.1.2 Interdisciplinary work to date

Despite having a historical tendency to rely mainly on theories and methodologies that have originated within Software Engineering, there is an emerging trend of interdisciplinary work being produced within the Software Engineering domain. A notable contribution comes from the interdisciplinary workshop *Beg, Borrow or Steal: Using Multidisciplinary Approaches in Empirical Software Engineering Research* (Sim et al. 2001) which gathered experts to discuss the applicability of using approaches from other disciplines within the Software Engineering Research domain. This subsection introduces both theoretical and empirical research which has been performed, investigating the use of interdisciplinary techniques within Software Engineering, and positions the work contributed within this thesis amongst these works. Figure 2.2 provides a graphical description of the work outlined within this subsection. As per the convention above, red arrows represent research work that focuses on research methods, while blue arrows represent research work that focuses on practices. This figure is provided to give the reader a complete picture of interdisciplinary work conducted within software engineering to date. For a version of the figure with authors and year labels attached to each arrow, see Appendix B.

**Figure 2.2: Model of interdisciplinary work undertaken in Software Engineering**

Sim et al. (2001) facilitated a workshop that provided a forum for software engineers and researchers to discuss the feasibility of adopting methods from other disciplines for the purposes of Software Engineering research. Sim et al. argue that, just as we have learned to re-use code within software engineering, so too can we harness...
theories and methods from other disciplines in order to further Software Engineering research (2001, p. 85). Examples of disciplines that Software Engineering may be able to learn off are given, including Anthropology for conducting ethnographies and field studies, as well as Psychology for setting up experiments, analysis of data and reporting of results. (Sim et al. 2001, p. 86). Sim et al. acknowledge that methods and practices from other disciplines cannot be applied wholesale, and must be adapted in some way to suit the needs of the Software Engineers applying them (2001, p. 86). The need to be educated about the nature of interdisciplinary approaches was highlighted, addressing the point that “[Software Engineers] need to ask “why use a particular technique” not just “how can a technique be applied” (Sim et al. 2001, p. 87), and that care must be taken to ensure that methods and techniques are not applied out of context (Sim et al. 2001, p. 88). Conclusions from the workshop include the identified gap in Software Engineering education regarding empirical methods in Software Engineering, despite a need for application of these methods within many facets of the domain (Sim et al. 2001). With regard to the appropriate application of interdisciplinary and multidisciplinary techniques, it was proposed that collaboration can occur across and between disciplines, identifying that this process need not be constrained to just two fields, however when borrowing techniques and practices, it must be done responsibly and respectfully (Sim et al. 2001). Furthermore, when performing research into the adoption of interdisciplinary practices, the research must be of a high enough quality that contributions from Software Engineering to the domain in which the borrowed methods originate from is possible (Sim et al. 2001). This thesis accepts the recommendations made by Sim et al. (2001), in both their attitudes to adopting interdisciplinary and multidisciplinary approaches, as well as contributing back to the discipline in which the practices are being borrowed from. Of the following literature presented in this sections, several of these papers originated as position papers from the workshop Sim et al. (2001), along with further interdisciplinary work that has been undertaken within Software Engineering since.

McGrath & Uden (2000) present a case for the interdisciplinary applicability of knowledge representation methods used in Software Engineering, with particular reference to management science fields. While acknowledgement is made of the rich variety of relevant social science and management material that would benefit Software Engineers, the focus of the paper is on advocacy for the use of formal conceptual modelling techniques for representing models and theories within social sciences, and in particular, management science fields (McGrath & Uden 2000). The use of formal modelling techniques is deemed appropriate due to the clarity in chains of resonating and simplification of task verification that formal modelling provides, along with the clarification of concept overlaps, inconsistencies and ambiguities (McGrath & Uden 2000). McGrath & Uden conclude by addressing the appropriateness of interdisciplinary approaches within software development, and the need to address ‘soft’ factors when undertaking said development,
“In essence, systems are not built in a vacuum, but with organizational environments where outcomes are heavily influenced by a myriad variety of internal and external softer factors”

(McGrath & Uden 2000, p. 5)

The work presented by McGrath & Uden (2000) lays the foundation for case studies such as the one presented in this thesis, which uses both modelling techniques, along with an objective for providing back to the discipline with which we are collaborating.

Jeffery (2000) presents a report for work regarding the use of theories in disciplines such as behavioural sciences for the purposes of hypothesis formulation in Software Engineering. The author presents the case that developing collaborative approaches with external disciplines will assist in expanding the body of knowledge in Software Engineering, basing this assertion off experience on a developed program of empirical research that was based on behavioural theory (Jeffery 2000). Jeffery makes particular mention of the use of theories and models, however highlights the fact that researchers must be careful to query the appropriateness of each possible research technique over the others.

Along with Jeffery (2000), Conradi et al. (2000) also explore the broad use of behavioural sciences within the discipline of Software Engineering (presented below), while Harrison (2000) and Wells & Harrison (2000) explore a narrower field within behavioural sciences in the form of Psychology methods and practices. Harrison (2000) presents the case that studying large groups of subjects in Software Engineering (as is the traditional technique for empirical research) is not always appropriate. Instead, Harrison (2000) proposes the adoption of the single-subject experiment from Psychology, where factors of interest are alternatively introduced and withdrawn from a single subject over the course of the project. Challenges to this approach are addressed, however the benefits of this approach include overcoming issues with having an unrealistic environment, problems in ‘task realism, inappropriate grouping of subjects and an over-reliance on students (Harrison, 2000). Wells & Harrison (2000) explore the idea that the entire software design and development process is affected by the impact of human, organisational and social issues, and as such collaborations with external disciplines (such as Psychology) is emerging as a necessity for fully understanding issues that do not traditionally fall within Software Engineering practices. As Wells & Harrison point out,

“In today’s world of design and development of systems and software, not only are software engineers expected to provide state-of-the-art technology, but also to simultaneously tackle the inherent issues concerned with human cognitive and social behaviours that will affect the ultimate behaviour of the technology”

(Wells & Harrison 2000, p. 1)

Wells & Harrison (2000) also acknowledge the increasing complexity surrounding Software Engineering, identifying that the usefulness of a tool is dependent upon the
understanding of the context in which it is used, as well as how it will be perceived by the users. As research within social sciences and Psychology focus largely on human behaviour, they are therefore more familiar with the investigation of human ability (Wells & Harrison 2000). Methods and techniques from these disciplines may be of benefit to Software Engineers in terms of gathering data, as well as ensuring reliable and valid results and conclusions (Wells & Harrison 2000). Wells & Harrison also identify issues with communication across disciplines, highlighting the fact that there is the potential for confusion of terms between (and possibly within) disciplines (Wells & Harrison 2000, p. 4). These papers and findings are of particular interest for this project, due to the closely tied nature of Psychology and Mental Health Research.

Qualitative Research Methods have been gaining momentum in support throughout the Software Engineering research community (Sim et al. 2001; Wells & Harrison 2000; Runeson & Host 2008; Dittrich et al. 2009), and this survey notes the work of Becker-Kornstaedt (2000) and Conradi et al. (2000) in this area, with respect to the application of interdisciplinary techniques within Software Engineering. Becker-Kornstaedt (2000) discusses the existing use of qualitative research methods within areas such as Requirements Elicitation, and proposes an exploration of qualitative techniques for their use in the elicitation of software process knowledge. Like Jeffery, Conradi et al. (2000) investigated the applicability of using qualitative methods from behavioural sciences, however the focus was directed towards Software Experience Bases (that is, mechanisms for software developers to share experiences with one another). Conradi et al. (2000) explore the theoretical possibility of using organisational theory and social anthropology from behavioural science in order to observe, understand and assess work patterns as well as for assisting with integration of new technology into existing organisations. Both Becker-Kornstaedt and Conradi et al. emphasise the use of qualitative research methods, which provides validation for the qualitative methods used through this project.

In the position paper Borrow Fundamentals from Other Science and Engineering Disciplines (Xia 2000), Xia argues that Software Engineering research must tend towards the same methodological rigor that is observed in other science and engineering disciplines. The historically theoretical-lacking foundation of Software Engineering is explored, followed by the recommendation that the Software Engineering community needs to rigorously define technical concepts, research hypotheses and testing and maintenance theories (Xia 2000). Xia’s ultimate position is that Software Engineering can leverage off the theory building techniques that are present in other science and engineering disciplines (Xia 2000).

Menezes & Pfleeger (2000) investigate the way in which the discipline of Law treats evidence, identifying practices and ideas that are useful to Software Engineering researchers and practitioners. The rules used by the legal community to evaluate and combine evidence are proposed as potential frameworks for empirical research in Software Engineering, with particular emphasis on evaluation of results, design studies for the generation of new results and evaluation of bodies of knowledge, in the form of collections of results (Menezes & Pfleeger 2000). Menezes & Pfleeger (2000) investigate the feasibility of using these rules and potential benefits from undertaking
these practices. While this project is not specifically looking at the use of Law prac-
tices within Software Engineering, the work undertaken by Menezes & Pfleeger pro-
vides a good foundation for investigating the applicability of interdisciplinary prac-
tices within Software Engineering.

Traditional Ethnographic studies involve the investigation of cultures, including
their customs, habits, and mutual differences (Ronkko et al. 2002). While an adaption
of Ethnography is currently performed within the discipline of Software Engineering
(Sim et al. 2001), Ronkko et al. (2002) propose that Software Engineering may be
able to learn from the traditional implementation of Ethnographic practices, as from
their original sociological roots. Specifically, as it currently stands, the quantification
of ethnographic field studies undertaken within Software Engineering (in order to
present results that are in agreement with traditional Software Engineering research
standards) implies the loss of an important contribution made by Ethnographic stud-
ies, that is the inside perspective on how practices are performed (Ronkko et al. 2002).
Ronkko et al. argue that by adopting a qualitative ethnographic approach, Software
Engineers can investigate how methods are actually being performed in various in-
dustrial contexts, compared to the researcher’s initial aims when creating the methods
in the first place (2002, p. 6). The case study undertaken within this project investi-
gates cultural issues addressed when using user-driven, iterative practices and analyse
ses the results using qualitative methods. In this way, many of the recommendations
made by Ronkko et al. (2002) are adopted within this project.

Computer Supportive Cooperative Work (CSCW) is the qualitative research tech-
nique concerned with the ways in which humans interact with technical artefacts (Dit-
trich et al. 2009). Historically, CSCW has had little interaction with the process driven
discipline of Software Engineering, despite the fact that both disciplines are concerned
with the way in which users interact with software (Dittrich et al. 2009). Dittrich et
al. explain that as the number of failed software projects began to rise, it was identi-
fied that the complexity of software problems were not always solvable with strict
linear processes, and thus flexible and End-used development approaches emerged
(2009, p. 394). While collaborations between CSCW and Software Engineering have
been emerging over recent years, Dittrich et al. identify the possibility further col-
laborations between the disciplines, and leveraging off the techniques based in each
discipline in order to fully utilise the rich data produced by qualitative methods. The
case study undertaken within this project utilises qualitative research methods, with
analysis on the rich data set collected by undertaking this case study included in the
reporting section of this thesis.

2.2 Software Engineering Practices and Research

Within the discipline of Software Engineering there exists a rich set of laws, prac-
tices and methodologies that are used for the development, testing and maintenance
of software. While there is an identified communication gap between Software En-
gineering research and industry (Parnas 1995; Brown & McDermid 2007; Menezes
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& Pfleeger 2000; Beckman et al. 1997), this section aims to present practices and research that have a historical basis in both domains. As identified by McGrath & Uden (2000), interdisciplinary work undertaken within the discipline of Software Engineering should aim to contribute back to any discipline with which it collaborates, and the work presented in this section identifies a set of laws, practices and methodologies which could be contributed by Software Engineering. This section also presents research on the inherent complex nature of developing software, as well as tools for handling this complexity such as abstraction, modelling and Systems Thinking. Research regarding the complexity of software is included in order to demonstrate the applicability of practices within Software Engineering towards complex problems. This work is included to help demonstrate areas in which interdisciplinary practices may be appropriate for transfer, that is, with other disciplines that also deal with complex problems.

2.2.1 Laws of Software Engineering

The discipline of Software Engineering contains a set of accepted laws which have been derived empirically from observation. Endres & Rombach explain that Software Engineering laws are derived when reoccurring observations occur, where laws are generalisations across situations or time periods (2003, p. 2). A key characteristic of Software Engineering laws are that they explain how things occur, without an explanation of why they occur (Endres & Rombach 2003, p. 2). In Boehm’s 1984 article Software Engineering Economics, he observed the importance of the laws governing software development, noting that the laws have received general quantitative support however further research was needed to clarify the area at the time (Boehm 1984, p. 40). Much like the discipline of Software Engineering itself, the laws have grown and evolved over time, as demonstrated through the remainder of this section.

Initially eight laws existed to describe the Software Evolution process. These laws are fully outlined in Lehman’s Laws of Software Evolution Revisited, having been collected between 1968 and 1988 (Lehman 1996, p. 108). Many of these laws (such as the law of Increasing Complexity, the law of Continuing Change and the law of Feedback System) carry on to be considered standalone laws today. Others have been decomposed, or modified, based on further examination and observation.

Over time, the number of accepted Software Engineering laws has grown to at least fifty, and continues to grow as observations are generalised. In Endres & Rombach’s A Handbook of Software and Systems Engineering: Empirical Observations, Laws and Theories, fifty laws which are generally agreed upon by experts are presented, with acknowledgement that this list is not considered a complete list (Endres & Rombach 2003, p. 5). For the sake of brevity the entire set of laws will not be reproduced in this thesis, and instead only laws which directly affect each section will be reproduced where appropriate. The laws presented by Endres & Rombach are categorised by author and deal with topics such as software-related complexity, gathering requirements, software quality, system architecture and other general topic areas. While these laws are generally accepted by experts, historically there has been some opposition to
the Software Engineering laws.

Criticism of the term *laws* have historically been prevalent in the Software Engineering community. Lehman addresses several of these criticisms, including that the observed phenomenon reflected human behaviour and not laws, that the behaviour could be tied to particular organisations or technologies and the lack of statistical significance of the laws, the latter of which is presented in the conference paper *An Examination of Evolution Dynamics* (Lawrence 1982). Lehman refutes these criticisms, highlighting that these laws are the product of many individuals, with analysis of the laws being conducted by disciplines outside of computer science. Furthermore, the criticised behaviour was that observed within the environment in which software engineering operates, highlighting the validity of these observations. Finally, the laws do not claim to be derived from statistical models rather that the inputs for the laws come from the reality of software development. (Lehman, 1996, p. 110) Endres & Rombach further this argument, by stating that they “mean law in the sense of ‘law of nature’ […] an order or relation of phenomena that, so far as is known, is constant under certain conditions” (Endres & Rombach 2003, p. 4).

While criticism of the laws has been taken under consideration, it is the position of this project that the laws of Software Engineering, particularly those presented by Endres & Rombach, will be generally accepted in the same way that they have been accepted by experts in the field. The laws of Software Engineering will provide a basis for the Software Engineering components throughout this project, as well as, where appropriate, offer potential benefit to disciplines outside of Software Engineering.

### 2.2.2 Software Engineering Practices and Methodologies

The discipline of Software Engineering is comprised of several practices, which operate together to produce and maintain quality software. The *Guide to the Software Engineering Body of Knowledge – SWEBOK V3.0* (SWEBOK) is an international standard (ISO) for Software Engineering practices, produced by the Institute of Electrical and Electronics Engineers (IEEE) which specifies these practices (Bourque & Fairley, 2013). While several sub practices are specified in the guide, there are five broad categories within which these sub practices sit. They are Software Requirements, Software Design, Software Construction, Software Testing and Software Maintenance (Bourque & Fairley, 2013). While other practices exist concerning Software Engineering (such as Project and Quality Management), the above mentioned categories represent the practices undertaken during the Software Development lifecycle. Currently there are no works as comprehensive as SWEBOK for capturing the practices undertaken within Software Engineering, and thus work within this research project will leverage off the work produced in the guide.

Software Engineering Development Methodologies can be broken down into three categories, Incremental, iterative and agile. SWEBOK outlines these methodologies as follows: Incremental models can be considered “linear models in which the phases of software development are accomplished sequentially with feedback and iteration” (Bourque & Fairley 2013, p. 8-5), also known as waterfall; iterative models are ones “in which
software is developed in increments of increasing functionality on iterative cycles” (Bourque & Fairley 2013, p. 8-5); and “agile models that typically involve frequent demonstrations of working software to a customer or user representative who directs development of the software in short iterative cycles” (Bourque & Fairley 2013, p. 8-5). As mentioned in the Software Engineering Practices subsection, SWEBOK is considered the international industry standard, and as such, these definitions will be used throughout this research project, unless otherwise stated.

A different approach to Software Engineering methodologies comes from Stepanek’s Software Project Secrets: Why Software Projects Fail. Stepanek investigates traditional Project Management methodologies that have been used for software development which have been shown to yield a success rate of 28% (Stepanek 2005, p. 3), and different approaches to a strictly linear style (such as agile) can be used to increase the chances of success in a project. This literature critically analyses different Software Development methodologies, and investigates which practices within the methodologies are more successful and why. Stepanek’s work addresses why particular methodologies are able to tackle the complexity associated with software better than others, and as such, provides part of the foundation for generalising the various practices and laws presented in the following section. In this way, this research project will build on the work of Stepanek. As this project investigates the comparison of agile development methodologies compared to practices within Mental Health Research, further background into these methodologies will be explored.

2.2.3 Agile Development

Agile Development Methods are a set of iterative and incremental development (IID) methodologies that advocate the use of iterations throughout the software development lifecycle. Agile methods differ from the traditional single-pass “requirements, design, implementation, testing” waterfall lifecycle approach due to two key factors. Firstly, Agile methods specify that iterations of development occur throughout the software project’s lifespan, incrementally evolving the software through each iteration (Larman & Basili 2003). Secondly, Agile methods advocate for customer and client involvement throughout the development process, not simply for requirements elicitation and evaluation (Larman & Basili 2003). A graphical model of the general Agile Development Process can be seen in Figure 3.8.

Agile Development Methods were formally introduced by a group of 17 process experts through the Manifesto for Agile Software Development in 2001 (Fowler & Highsmith 2001), though IID development techniques had been used throughout the Software Engineering industry since as early as the 1960s (Larman & Basili 2003). Before Agile, iterative development practices had received support from Software Engineering thought leaders such as Glass’ support of incremental development practices (Glass 1969) and Boehm’s Spiral Model of Software Development (Boehm 1986). Larman & Basili identify an increased public awareness in IID methodologies, with several recommendations made by industry representatives to move towards adopting evolutionary development methods (2003, p. 53-54).
Since the conception and release of Agile, the Software Engineering industry has adopted Agile Software Development as the most widely used software development lifecycle approach (Heusser 2013). A 2012 survey of over 4000 individuals in the Software Engineering industry found that 84 percent of respondents believed that their organisation practiced agile development (VersionOne 2012). The widespread adoption of Agile may be related to the identified benefits of Agile, which include the ability to work effectively in radically different environments, increased developer satisfaction with their jobs and the product, better engagement with the client and reports of increased code quality when agile methods are used (Dyba T & Dingsoyr 2008). The widespread use of Agile may also derive from the principles of agile, whose purpose is to identify better ways of developing software (Fowler & Highsmith 2001).

The principles of agile specify that the highest priority for any project is to satisfy the customer, allowing for changing requirements to develop throughout the course of the project as a result of frequently delivered software (Fowler & Highsmith 2001). The values of Agile, as specified in Manifesto for Agile Software Development, are

- “Individuals and interactions over processes and tools.
- Working software over comprehensive documentation.
- Customer collaboration over contract negotiation.
- Responding to change over following a plan.”

(Fowler & Highsmith 2001, p. 2)

Each statement is given as a preference; although the part on the right is important, the part on the left is deemed more important by the authors. These values underpin the Agile Development Process, and provide the context within which agile methodologies are expected to operate in implementation. It should be noted that while Agile has been widely adopted across the Software Engineering industry, there still exist issues within this software development lifecycle approach.
Identified challenges with Agile Development methods include difficulties in knowledge representation and transfer, disruption for traditional management processes, increased pressure for customers of such projects and the limitations placed on team dynamics. The preference for working software over documentation has been identified as a challenge for knowledge management within organisations, as documentation typically serve as useful artefacts to facilitate the transfer of knowledge between developers (Nerur et al. 2005). This is particularly troublesome for teams implementing Agile methodologies as IIDs are typically more complex to understand that traditional development methodologies (Larman & Basili 2003). Additionally, by increasing the tacit knowledge that resides in the heads of developers, the potential to make the organisation heavily dependent on the development team increases, shifting the balance of power within an organisation from management to development teams (Nerur et al. 2005). This also leads to developers being less interchangeable in agile teams (Dyba & Dingsoyr 2008), all of which contributes to a disruption to traditional management practices. Finally, the engagement of customers in an Agile project has been identified as a critical success factor for these projects (Nerur et al. 2005), yet it is known that the role of the on-site customer can be stressful, and is ultimately unsustainable for long periods of time (Dyba & Dingsoyr 2008). The identification of these issues within Agile demonstrate that Agile is not perfect, and this thesis makes no such claims. Instead, this thesis is interested in Agile due to its current dominance within the Software Engineering industry, and the identified benefits that may be inherited by undertaking such methodologies.

### 2.2.4 The inherent Complexity of software

There is consensus among experts that the very nature of software makes it inherently complex. Brooks argues that “the complexity of software is an essential property, not an accidental one” (Brooks 1987, p. 11). Endres & Rombach introduce *A Handbook of Software and Systems Engineering: Empirical Observations, Laws and Theories* with the notion that Software Engineering is a subset of the discipline of Systems Engineering, the discipline that “deals with the planning, development, and administration of complex systems” (Endres & Rombach 2003, p. 1), where Software Engineering deals specifically with software. Brooks explains that “Software entities are more complex for their size than perhaps any other human construct because no two parts are alike” (Brooks 1987, p. 11), highlighting one of the key attributes of software that makes it inherently complex. Stepanek explains that when software increases in size (by lines of code), the complexity of the code increases by the square of the number of lines of code added (due to the communication between components), making software unique in that complexity is its most significant issue (Stepanek 2005, p. 9-10). There is little to no literature that disputes the complex nature of software.

In Booch’s *Object-Oriented Analysis and Design with Applications*, the inherent complex nature of software is further explored with identification of four key elements; the complexity of the problem domain; difficulties of managing the development process; the affordances of flexibility possible through software; and problems with character-
ising the behaviour of discrete systems (Booch 1994). Booch explains that complexity in projects is further exacerbated because along with the tendency of software requirements changing during its development, the very presence of the software development project alters the rules of the problem domain (Booch 1994, p. 9). The work performed by Booch reinforces the work above done by Brooks, Stepanek, Endres and Rombach in highlighting the complex nature of software. The characteristics that are highlighted by the above authors will be used throughout this project to draw comparisons between software and other complex systems. In this way, the project will be leveraging off the work previously performed investigating the complexities surrounding Software Engineering, in the pursuit of other, comparably complex disciplines to collaborate with.

\subsection*{2.2.5 Object-Oriented Design, Abstraction and Modelling}

Object-Oriented design lends itself to directly mitigate part of the complexity that is inherent in software. In Booch’s \emph{Object-Oriented Analysis and Design with Applications}, object-oriented design is shown to be effective in creating software resilient to change. Object-oriented design also increases the level of confidence in the software being built, and reduces the inherent risks of developing complex software systems (Booch 1994, p. 27). A key characteristic of complex systems is that they are comprised of hierarchies, whereby the system is “composed of interrelated subsystems that in turn have their own subsystems, and so on” (Booch 1994, p. 12). These hierarchies lend themselves to two distinct types: ones in which objects are a part of a bigger system, and ones in which objects are a type of a broader system. These two types of systems can be seen in below in Figure 2.4.

\begin{figure}[h]
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\caption{Booch’s Key Hierarchies of Complex Systems (Booch 1994, p. 16)}
\end{figure}

Object-oriented design therefore lends itself to decomposition (decomposing a complex software system into smaller parts, each of which can then be refined inde-
pendently (Booch 1994, p. 19)), and can be used to create Class and Object Hierarchies of the system. A complex system can be viewed as a hierarchy of inter-relating components. Hierarchies remove some of the intricate details of the system, and instead focus on the relationships between components which make it easier to understand the system. The concept of removing details to make elements easier to understand is known as abstraction, and is one of the key principles on which object-oriented design is founded.

Abstraction, the act of removing detail through generalisation, is a key tool at a Software Engineer’s disposal to reduce the complexity of a software system. Dahl et al. describe abstraction as the process of identifying and focussing on similarities between objects, processes or situations in the real world (Dahl et al. 1972, p. 83). Booch expands upon this description, stating that abstraction

“denotes the essential characteristics of an object that distinguish it from all other kinds of objects and thus crisply defined conceptual boundaries, relative to the perspective of the viewer” (Booch 1994, p. 41).

Information hiding is act of ‘hiding’ the information and data inside an object. Abstraction utilises this concept by often describing the interface and behaviour of an object without detailing its inner workings. In this way, abstraction is able to ‘hide’ the inner (or irrelevant) complexities of an object, and allow the viewer to focus on the aspects of the object that matter to them. By applying abstraction techniques to software, and object-oriented hierarchies, Software Engineers are able to sanction different levels of complexity to make them more manageable. Booch identifies that “the task of the software development team is to engineer the illusion of simplicity” (Booch 1994, p. 9). This technique is illustrated in this literature review, as it is not a tool reserved for software engineering. Indeed any discipline needing to deal with complexity could utilise abstraction, and as such this will be a recurring theme throughout this project. Along with abstraction, modelling is also a powerful tool for Software Engineers to deal with complexity.

Models are powerful tools used in Software Engineering because they incorporate abstraction, decomposition and hierarchical structures, and allow us to test functions of software systems in controlled environments. Endres & Rombach explain that the purpose of models are to “explain our understanding […] They are indirect views or abstractions, leaving out those things that are not considered important for the time being” (Endres & Rombach 2003, p. 24). Booch explains that the reason models have a broad acceptance across all engineering disciplines is partly due to the fact that they appeal to the principle of decomposition, abstraction and hierarchy (Booch 1994, p. 26). While models are a useful tool, one of the laws of Software Engineering is Davis’ Law (L4):

“The value of a model depends on the view taken, but none is best for all purposes”
(Endres & Rombach 2003, p. 22)

Booch further emphasises this point by noting that “in order to express all the subtleties of a complex system, we must use more than one kind of model” (Booch 1994, p. 26).
The notations used for modelling in Software Engineering has been standardised, due to the work of the Booch, Rumbaugh & Jacobson in *Unified Modeling Language (UML) 1.0* (1997). Standardising the notation in models allows analysts and developers to unambiguously describe design decisions to one another, as well as remove unnecessary work done to understand the semantics of a model and instead concentrate on the content (Booch 1994, p. 172). Models will therefore be used as a tool throughout this project to help articulate ideas and mental models, as well abstract complex systems in order to remove some of the difficulties in understanding the system. One type of modelling that will be focussed on in particular is Systems modelling, which are used to describe causal relationships within a system.

### 2.2.6 Systems Thinking and Systems Modelling

Systems thinking and systems modelling has been introduced into this thesis for two key purposes. Firstly, in order to undertake a case study across disciplines, a technique for representing processes, systems and relationships is important to avoid ambiguity (as much as possible) when communicating across several disciplines. Systems modelling has been designed for interdisciplinary communication purposes, and is therefore a fitting tool for this project. Secondly, the use systems thinking and systems modelling may prove beneficial to disciplines external to software engineering who are not currently using them, and the promotion of these methods is therefore important.

Systems thinking and systems modelling are techniques used throughout Systems Engineering in order to explicitly express a person’s understanding of a system (Aronson 1998). As a subset of systems engineering, these techniques are equally applicable across the discipline of software engineering (Endres & Rombach 2003). The key function of systems thinking lies in the ability to expand one’s thinking of a system in order to take into account larger numbers of interactions that exist both inside the system and between the system and other systems (Aronson 1998). This is in contrast to traditional form of analysis which specifies breaking a system into parts and studying those parts in isolation. Systems modelling is a manifestation of systems thinking, where the mental models of a system are abstracted and captured in a diagrammatic form.

Systems modelling techniques were first introduced by Richardson & Pugh’s *Introduction to system dynamics modeling with DYNAMO* (1981) and made popular by Senge’s highly cited *The fifth discipline: The art and practice of the learning organization* (1990). Causal relationships between variables within a system are modelled through the use of arrows with noted polarities. Plus (‘+’) and minus (‘-’) signs indicate polarity, where a plus sign represents that an increase in the independent variable causes the dependent variable to also increase (that is, a proportional relationship), whereas a minus sign indicates that an increase in the independent variable causes the dependent variable to decrease, thus an inversely proportional relationship (Senge & Sterman 1992). An example of this can be seen in Figure 2.5. This figure represents a savings bank account, where all blue arrows represent proportional relationships (for
example, increasing the frequency or amount of deposits leads to an increase in total principal) and the red arrow represents an inversely proportional relationship (that is, an increase in withdrawals will cause a decrease in principal). Note the use of red and blue arrows to represent proportional and inversely proportional relationships respectively.

![Figure 2.5: Systems model of a savings bank account (Bellinger 2004)](image)

Along with representing arbitrary systems, there are several system archetypes that Senge (1990) identifies that can be modelled with systems modelling. Two archetypes that are of particular interest within this project are the reinforcement feedback and the balancing loop systems. These archetypes are the foundation structures of systems thinking (Bellinger 2004).

The reinforcement feedback (or reinforcement loop) system are systems in which small actions can lead to large consequences due to the compounding and reinforcing nature of the system itself (Senge 1990). An example of a reinforcing feedback system when customers have a positive experience at a retail store, and spread the word about their satisfaction, sending more customers into the store, and thus reinforcing the cycle. A visual example of this type of system is given in Figure 2.6. While the reinforcement feedback system involves some sort of compounding or snowballing effect, the balancing loop instead is constantly in a state of trying to balance opposing variables.

![Figure 2.6: Reinforcement feedback system for bank account (Bellinger 2004)](image)

The balancing loop is any system that is concerned with moving from a current state towards some sort of goal state, implicit by the system (Senge 1990). An example of a balancing loop is a hungry human being, who eats until they are full, but then as the body uses energy from the food they have previously eaten, they must eat again in order to continue having energy. Senge notes that all goal-oriented behaviour is underpinned by feedback loops, and can be found within all complex organisms.
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(Senge 1990). A visual description of this type of system is given in Figure 2.7.

![Figure 2.7: Visual description for balancing loop system (Bellinger 2004)](image)

Though they may appear simple, these techniques are powerful ways of representing relationships within a system and can be used across many disciplines (Senge 1990). A systems model to user-focused, iterative software development is presented in Chapter 3, using the techniques and structures described throughout this section. It is the power in simplicity of representation that appeals to the use of systems thinking and systems modelling throughout this project, as they facilitate a reduction in ambiguities within interdisciplinary communication, and may prove beneficial for other disciplines who are currently not utilising these techniques.

2.3 Relevant literature in Mental Health

An interdisciplinary approach to a topic will never be complete if research from only one discipline is considered, and as such a review of relevant mental health literature is presented in this section. This research project does not attempt to produce an extensive report of all literature produced in the discipline of Mental Health, but instead presents two key areas that are appropriate for this project. Firstly, the current state of the discipline is presented, highlighting the fact that reform has been identified as a necessity within the Mental Health domain. Secondly, community based participatory research is explored, giving an overview of the practice, and presenting information that is relevant to this research project.

2.3.1 Current state of Mental Health

Australia’s mental health system is at risk of becoming ineffective and unsustainable without intervention. A review of Australia’s mental health system from 1983 to 2013 found that despite significant support towards improving mental health across the nation, the life expectancy of people with mental illness has not improved in 30 years, and the number of reports for service issues and failures outweigh reports highlighting positive changes (Mendoza et al. 2013). Mendoza et al. also found that those with mental illness receive inadequate access to health care, and for those that do receive care, it is often inappropriate or ineffective (2013, p. 41). Another review of the state of mental health in Australia found that there is a pressing need to reconceptualise the
nation’s mental health system due to the unsustainable nature of increasing health-costs within the system (Hosie 2014). Rosenberg & Hickie note that there appears to be few areas as complex as mental health (2013, p. 1). These issues indicate that as an industry and as a discipline, mental health is in need of disruption. As with software engineering, an interdisciplinary approach to practice may prove beneficial to mental health.

Mental health has historically had a much more outward-focusing nature than software engineering, having a whole branch of health care that is inherently interdisciplinary. The American Psychological Association describes Integrated Health Care as an interdisciplinary approach which is characterised “by a high degree of collaboration and communication among health professionals... [with] sharing of information among team members related to patient care” (APA 2014). These health care professionals come from a range of disciplines, including physicians, psychologists, and social workers, making integrated health care a branch of health care that is interdisciplinary by nature. Integrated health care is not the only instance of interdisciplinary work being performed within the discipline of mental health by any stretch. In the 1960s the idea of having an interdisciplinary approach or interdisciplinary team within a mental health context was not new, indeed it was described as an idea that had been around for some time (Auerswald 1968). It is therefore the belief of the researcher of this project that it would be appropriate to undertake an interdisciplinary project with the discipline of mental health research. The identified open-minded nature of mental health, coupled with their need for disruption makes them a suitable discipline with which to undertake collaboration.

### 2.3.2 Participatory Design and Community Based Participatory Research

Community Based Participatory Research (CBPR) is a methodology within the discipline of mental health that is of particular interest to this project. CBPR has been identified as a methodology that has interdisciplinary applications, and whilst being research focused, puts emphasis on producing outputs that will benefit the community that have participated in the research project (Minkler & Wallerstein 2008). The characteristics of interdisciplinary application and tangible output production, along with the similarities explored in Chapter 3, make CBPR an approach of particular interest to this research project. The core phases undertaken within CBPR can be seen in Figure 2.8.

CBPR is a collaborative approach to research in which participants of the study assist in the design of research questions, as well as being active contributors from the design of the study through to evaluation of results (Minkler & Wallerstein 2008). CBPR is not a technique in itself but rather a methodology to research, encompassing approaches such as action research, participatory action research and mutual inquiry (Cornwall & Jewkes 1995). Participatory design is a framework within CBPR, which aims to integrate the ideas and experiences of people into mental health based interventions (Hagen et al. 2012). Figure 2.9 provides a high level overview of the stages within the participatory design process.
Background and Related Work

The key characteristic of interest in Participatory Design, along with CBPR in general, is the iterative nature of the process. Once an intervention is created, it is evaluated and remaining problems are identified in order to improve the original design. As described above, this process is undertaken with the participants of the research.

The foundations for CBPR date as far back as the 1930s, as described by Faridi et al.

“The seminal work [for CBPR] of Kurt Lewin and Paul Freire — to name just two early researchers — dates back to the 1930s and emphasizes an iterative process of action, reflection, and experiential learning.”

(Faridi 2007, p. 1)

Despite such early beginnings, CBPR has not always been accepted by the academic community, and has only received increasing public recognition relatively recently (Minkler & Wallerstein 2008). This increasing trend has been partially attributed to the Institute of Medicine (IOM), which named CBPR as one of eight emerging content areas for which training should be offered by all schools of public health (Gebbie et al. 2003).

CBPR and participatory design will be further investigated throughout this thesis, in contrast to agile software development techniques. Several of the characteristics of CBPR practices bare similarities to agile software development practices, and as such,
Figure 2.9: Stages within Participatory Design process (Hagen et al. 2012)

A common generic model for encompassing both methodologies is created using the systems modelling technique in Chapter 3.
Chapter 3

The Agile and CBPR Systems Model

This chapter describes the processes undertaken in order to create a general model that represents the phases within agile software development and CBPR practices. Systems modelling was used for this process, with an informal general systems model of the two sets of practices produced. This approach to modelling represents an original method contributed by the author, and a guide is provided describing the steps undertaken in producing the general systems model. The intended applications of this model are described, along with limitations of using this modelling technique.

This project compares and contrasts the practices of agile software development and CBPR due to their observed similar nature. The similarities were identified through observation of design and implementation, as there does not appear to be a link between the practices in literature. This led to the natural question of, how similar are agile and CBPR techniques implemented in practice? And if they did indeed share substantial similarities, would it be possible to create a general model that represented both practices that would allow a comparison of implementations to be made? It was the belief of the researcher that the two disciplines may have been able to benefit from observing how the other implemented the practice differently. This is because such interdisciplinary comparisons have scarcely been made in Software Engineering previously, and thus represented a potential new area from which to learn about effective development practices. An example of a potential benefit could be if agile practices typically performed a particular lifecycle phase differently to the corresponding lifecycle phase in CBPR, then the two disciplines could look at the reasons behind these differences. These differences could be further investigated to determine if they were context specific, or if there is a key reason why one discipline undertakes there practice in a particular way, and if such, could the other discipline investigate the same consideration within their own domain. In this way, learning and collaboration could occur between the disciplines, with a general model acting as a tool to facilitate this. In order to create such a model, a method for generalising and representing the two methodologies needed to be identified.

Models were deemed to be an appropriate tool to facilitate a comparison between the methodologies due to their ability to convey meaning and understanding to the
viewer. As discussed in Chapter 2, models are used throughout software engineering to explain understanding, allowing for abstractions to leave only the most necessary components of the entities that are being modelled (Endres & Rombach 2003). Identified alternatives to using models for the purposes of comparisons included verbal and written descriptions of the methodologies. These methods, whilst valid, were felt that by themselves would allow too much variability in interpretation, as well as reintroduce some of the ambiguity that is addressed through the use of models (Booch 1994). The advantage of using models is that they are designed to articulate ideas about mental models, as well abstract complex systems in order to remove some of the difficulties in understanding the system. One modelling method in particular that was further investigated was the use of Systems Modelling.

Systems modelling was recognised as an appropriate mechanism for creating representations of interdisciplinary practices. There are several advantages to using systems models, including their ability to organise key elements of a system into a structure that can highlight the connections, interactions and relationships between the elements of the system (Bennet et al. 2005). Systems modelling has a historically been used for understanding and representing multidisciplinary processes (Senge, 1990), and the simplicity of the rules necessary for creating and understanding the model were appealing for use across a multidisciplinary audience. The rules for creating a systems model were covered in Chapter 2, and thus will not be repeated here. Other modelling techniques such as UML were also considered, however the time needed to explain the notation and rules to those who do not operate within the software engineering domain was seen as a disadvantage compared to the simplistic rules of systems modelling. While for this activity systems modelling was seen as advantageous over UML, as Davis’ Law points out, no type of model is best for all purposes (Endres & Rombach 2003).

By taking a systems perspective to the task of comparing agile and CBPR, emphasis is placed on the interactions between the components of the systems, which in this case, are lifecycle methodologies. Therefore, it is these interactions, these causal relationships, which will be modelled using the systems modelling approach described in Chapter 2. As such, it will be the lifecycle stages and the relationships between these stages that are modelled using the model below.

It should be noted that while systems thinking and systems modelling has a history of working in multidisciplinary contexts, the author could not find evidence of this technique of using systems modelling to compare two similar practices having ever been used or documented before. Therefore, the method below represents an original approach for representing and comparing processes from two different disciplines. This ‘appears’ to be an original contribution to the software engineering body of knowledge, however is not restricted just to this discipline, and forms part of the contribution for this thesis.
3.1 Approach to modelling

The approach to modelling used in this research project followed the process to systems modelling provided by Senge (1990). The process outlined by Bennet et al. also provided direction in terms of creating a systems model, and the questions that needed to be addressed throughout the process of developing such a model (2005, p. 949). Parts of Checkland’s soft systems methodology, as described by Williams (2005), was also used for the purposes of identifying systems characteristics necessary for building a systems model. Ultimately, an informal model was sought in order to utilise the qualitative data that is derived from such a model. While formalisation of the model would have been possible, obtaining quantitative data was not the purpose of this exercise, and instead the general understanding of the implementation for each lifecycle phase was the primary focus.

The first stage was identifying the key elements of the system that were to be modelled (Bennet et al. 2005). As the methodologies of agile and CBPR were the subjects of this model, each phase of each lifecycle model was considered a key element. Secondly, the relationships between elements were defined, identifying the positive or negative causal relationships between elements (Senge 1990). Finally, feedback loops were identified (Senge 1990) along with any intervening factors that influence or control these feedback loops (Bennet et al. 2005).

After the two models were created, corresponding elements were merged in order to create a general model of the two methodologies. Where nodes did not perfectly align, the nodes were abstracted to a more general label that encompassed all relevant nodes. This abstraction allowed for all nodes to be mapped to the general systems model, albeit at the cost of specificity. For discussion on the limitations of the modelling approach, see the final section of this chapter.

3.2 User-focused, Iterative Model

To create a user-focused, iterative model that has a basis in both agile software development and CBPR, individual systems models of these practices were initially created. From these models, a general systems model was derived. This section outlines the steps taken and decisions made in creating this set of models.

In order to create a systems model for the agile software development, the first step was to identify key phases in the lifecycle approaches that sit within agile. The Disciplined Agile Delivery (DAD) framework (Ambler 2012) was used to identify these key phases, which is a non-prescriptive agile framework that supports several lifecycle approaches. The lifecycle phases from two agile approaches are provided to demonstrate to the reader how the general phases from the DAD framework map back to these prescriptive approaches. As Scrum and XP were identified as the most commonly practiced methodologies within agile (VersionOne 2012), the life cycle phases from these methodologies were used. This decision was made based on the assumption that the domination of these methodologies within Software Engineering were likely to mean that the average software engineer’s mental model for an agile lifecy-
cle would largely line up with these practices. This position is further justified by the fact that Scrum is the most widely recognised agile software development methodology (Holmström et al. 2006; Project Lifecycle Services 2007). The common identified phases of these agile approaches are displayed in Table 3.1. Processes in the left column represent phases of the Scrum lifecycle, as outlined by Ambler (2012). Processes in the middle column represent equivalent phases of the XP lifecycle, as described by Nayab (2011). The final column represents a general agile phases, as taken from the DAD framework.

Table 3.1: Key elements within general agile methodology

<table>
<thead>
<tr>
<th>Scrum Lifecycle Phase</th>
<th>XP Lifecycle Phase</th>
<th>Agile Lifecycle Phase</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning</td>
<td>Planning</td>
<td>Planning</td>
</tr>
<tr>
<td>Requirements, Product Backlog</td>
<td>User Stories</td>
<td>Requirements</td>
</tr>
<tr>
<td>Architectural vision</td>
<td>Design</td>
<td>Architecture and Design</td>
</tr>
<tr>
<td>Construction</td>
<td>Coding</td>
<td>Construction</td>
</tr>
<tr>
<td>Iteration Review and Demonstration</td>
<td>Testing</td>
<td>Testing</td>
</tr>
<tr>
<td>Enhancement Requests and Defect Reports</td>
<td>Listening</td>
<td>Evaluation</td>
</tr>
</tbody>
</table>

Once key elements (in the form of lifecycle phases) had been identified, the second step was to identify causal relationships between these elements (Senge 1990; Bennet et al. 2005). A basic flow-on effect was recognised between each sequential phase of the lifecycle approach (for example, general relationships such as ‘the more requirements that are identified, the greater the overall design efforts that will be required’ were identified). These relationships were extracted based on the DAD framework. The outcomes of this exercise can be seen in Figure 3.1.

![Figure 3.1: Initial relationships between key elements](image)

Finally, feedback loops within the model were identified (Senge 1990) along with intervening factors that have influence or control over these feedback loops (Bennet et
al. 2005). It is clear from Figure 3.1 that there exist overlapping relationships between key elements of the system. For example, while the outputs of the planning phase will positively impact the requirements phase, the outputs of the requirements phase will positively impact the Architecture and Design stage. These types of relationships create a cycle amongst the phases, highlighting the iterative nature of the agile software development approach.

In regards to intervening factors that influence the feedback loops within the system, two main factors were identified by the researcher. Firstly, the remaining work items (known as the product backlog in Scrum) that were identified by the DAD framework have a direct impact on the work that needs to be undertaken. For example, if upon evaluation, many work items are identified, then there will be a large amount of planning that will need to be undertaken in order to complete them. Similarly, if upon evaluation, there is only a small number of work items remaining, the amount of planning that needs to be undertaken is much less. In this way, the number of work items positively impacts the amount of planning that needs to be undertaken. Similarly, by completing the planning, requirements, design and so on, the number of work items that are remaining should be reduced. This reduction should be as a result of customer feedback, and thus would be a product of the evaluation phase of the cycle. Therefore a new relationship is introduced into the system, as seen in Figure 3.2.

![Figure 3.2: Relationships connecting Work Items](image)

The second intervening factor is the budget of any agile software development project. The nature of agile allows for ongoing scope definition, and as such, budget is used as a constraint throughout the project’s lifecycle (Stepanek, 2005). Note that deadlines are also used to constrain agile projects, however due to the reoccurring theme of budget constraint through the literature, this was chosen as the constraining factor in this model (see Limitations of Model section below). Budgeting within an agile development process entails feature trade-off, that is, allowing customers to refine and change requirements during throughout the project but only adding new ones if others are removed (Stepanek 2005). In this way, the budget of the project directly influences the number of work items that can be completed throughout the life of the project. This adds a further relationship to the work items factor, as seen in Figure 3.3.

![Figure 3.3: Causal relationship between Budget and Work Items](image)

Finally, by combining this set of relationships, we are left with an informal systems model of the agile development process, identifying causal relationships within the
process, as inferred by the researcher. This final model can be seen in Figure 3.4.

After constructing the agile systems model, it was necessary to create an equivalent systems model for CBPR. As above, the first step in this process was to identify key phases within the CBPR process. The phases within the model presented by Israel et al. (2005) as seen in Chapter 2 were used to identify key elements within CBPR. The phases from the CBPR process of Participatory Design as presented by Hagen et al. (2012) are included in order to demonstrate to the reader how general phases within the CBPR model can be mapped back to prescriptive phases within a CBPR approach. Participatory Design was chosen as an exemplar CBPR practice due to its recognition by the participatory research community (Minkler & Wallerstein 2008). The identified approaches within these approaches are displayed in Table 3.2, with Participatory Design phases in the left hand column and CBPR phases in the right hand column.

<table>
<thead>
<tr>
<th>Participatory Design Phase</th>
<th>CBPR Phase</th>
</tr>
</thead>
<tbody>
<tr>
<td>Identify</td>
<td>Assessment</td>
</tr>
<tr>
<td>Define problem space and objectives</td>
<td>Identify priority concerns and research questions</td>
</tr>
<tr>
<td>Position and Concept</td>
<td>Design Intervention of policy research</td>
</tr>
<tr>
<td>Create</td>
<td>Conduct Intervention of policy research</td>
</tr>
<tr>
<td>Use and monitor</td>
<td>Feedback and Interpretation of findings</td>
</tr>
<tr>
<td>Evaluate</td>
<td>Translate Research Findings</td>
</tr>
</tbody>
</table>

Once the key elements of the process had been identified, causal relationships between these elements were identified. For this process the work of Israel et al. (2005) was again consulted, identifying the process from phase to phase within the CBPR context. Much like agile, a basic flow-on effect was evident between CBPR phases,
and these relationships were documented. The outcomes of this exercise can be seen in Figure 3.5.

![Figure 3.5: Initial relationships between key elements](image)

The final stage of this modelling process was to identify feedback loops and factors that influence the feedback process. As in the agile model above, there is clear overlap between the phases and relationships identified in Figure 3.5. When combined, these phases create a feedback loop within CBPR, highlighting the iterative nature of CBPR. It is noted that this iterative characteristic is also highlighted in the model presented by Israel et al. (2012). Along with identifying feedback loops, influencing factors must also be identified.

The main driving factor within the CBPR process as identified by Israel et al. (2012) and Minkler & Wallerstein (2008) are priority health concerns within a given community. These health concerns represent issues that must be resolved for the betterment of the community of interest, and thus drive everything from the outcomes of the initial assessments through to the priority of the research questions and findings. However, it should also be the case that by undertaking CBPR practices, the severity and magnitude of health concerns within the community should be reduced. This reduction should be evident through the research findings, and thus a new relationship is formed. This new relationship can be seen in Figure 3.6.

![Figure 3.6: Relationships connecting Health Concerns](image)

In the literature reviewed by the researcher, there did not seem to be any constraint in particular that is common when undertaking CBPR. Parker et al. (2003) identify cost as one of the difficulties in conducting CBPR, however this was not necessarily a common theme in other publications. It was the decision of the researcher to tentatively include this as a constraining factor to the system, which would then be validated or refuted throughout the case studies conducted with practitioners. The reason for this decision is that given that CBPR practices were also undertaken as projects (just as agile is), it was believed to be a fair assumption that such activities would be constrained by a budget (see Limitations of model section below). Through
the combination of all relationships and constraints, an informal systems model of CBPR was produced, identifying causal relationships within the process, as inferred by the researcher. This final model can be seen in Figure 3.7.

It can be seen that agile software development and CBPR practices share a similar shape within their systems model. More than just being similar, they actually share the same pattern as the balancing feedback loop structure described by Senge (1990) as demonstrated in Chapter 2. While not initially obvious why this is the case, the fact is that both processes are designed to achieve a given goal, and therefore by their nature will follow the balancing feedback structure (Senge 1990). Now that the two models have been created, it is necessary to combine the two into a general systems model that can be mapped back to both practices.

In order to create a general model of agile software development and CBPR practices, corresponding nodes within the two derived systems modelled were abstracted to a common element that encompasses both activities (as described above). This process involved exploring the similarities between nodes, and defining an appropriate label that represented these similarities. This process of comparing and labelling is described below for each set of corresponding nodes between the agile and CBPR systems models.

The first set of nodes that were compared were the planning and assessment nodes for the agile and CBPR systems respectively. The focus for the planning node in the agile model is to work with stakeholders to scope the iteration, modelling an initial architecture of the system and creating estimates for the iteration (Ambler 2012). The emphasis for the assessment node of the CBPR node is on assessing community strengths and dynamics, where the power lies within the community and which key stakeholders need to be involved to ensure a community voice (Israel et al. 2012).

As all activities described by both agile and CBPR could be constituted as planning activities, the general node for this phase was assigned the label ‘Planning’.

The requirements node for agile and Identify priority concerns and research ques-
tions (shortened to ‘Priority Concerns’ in the model) for CBPR were then compared. The focus for the requirements node for agile was to determine what the users needed the system to do (generally in the form of user stories). The emphasis for the Identify priority concerns and research questions phase was to identify the major health problems that were impacting the community that the project may address, the factors that contribute to said health problems and the key research questions necessary for these health concerns (Israel et al. 2012). In a general sense, both practices are gathering the requirements necessary for undertaking their particular work for the project, and thus the general node was named ‘Requirements’.

The architecture and design node for agile and Design node for CBPR were compared, with similarities noted even in the name of the nodes. The architecture and design node for agile is concerned with the design of the features that are being built or added to the system (Ambler 2012), while the design phase in CBPR is concerned with designing interventions and/or policy research for the given health concerns (Israel et al. 2012). This node was generalised to ‘Design’.

The construction phase in agile and the phase concerned with conducting the designed intervention or research were compared, due to their similar nature of implementation. The construction phase in agile puts emphasis on developing high quality software artefacts, with close collaboration of stakeholders (Ambler 2012). The conducting stage in CBPR is concerned with actually undertaking the process or method designed in the previous phase (Israel et al. 2012). As both sets of practices are concerned with implementing the design, the corresponding node was labelled ‘Implement Design’.

The testing phase in agile and feedback and interpretation phase in CBPR were compared due to their emphasis on ensuring the design and implementation were performing in the way that were expected. The testing phase in agile is concerned with finding defects in the given software artefact (Ambler 2012), while the feedback and interpretation phase in CBPR is concerned with sharing the results of the research with all stakeholders to ensure what was found makes sense (Israel et al. 2012). Due to the correspondence with stakeholders to test both functionality and sanity checks between these phases, the label ‘Testing’ was given to this node.

The evaluation phase in agile and translate research findings in CBPR (shortened to ‘Research Findings’ in the model) were then compared. The evaluation phase in agile is concerned with working with stakeholders to ensure that the software meets the requirements of the users, while disseminating and translation of research findings in CBPR evaluate exactly which findings should be disseminated to the community and what roles community partners should play in publishing the results of the research. As both phases are broadly involved with evaluation activities, this node was given the label ‘Evaluation’.

Finally the nodes which drive the feedback loops, namely the work items node for agile and health concerns node for CBPR were compared and generalised. As described above, the work items in agile constitute the features or issues that need to be addressed by the project team, while health concerns are issues that must be resolved for the betterment of the community. These nodes both represent the idea of
elements that need to be addressed and resolved based on some existing view of the environment or community, and thus were given the label of ‘Remaining Issues’.

A summary of the descriptions above are given in Table 3.3. This table provides the original agile and CBPR labels, along with the newly defined general labels defined above.

<table>
<thead>
<tr>
<th>Agile Phase</th>
<th>CBPR Phase</th>
<th>Generic Label</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning</td>
<td>Assessment</td>
<td>Planning</td>
</tr>
<tr>
<td>Requirements</td>
<td>Identify priority concerns and research questions</td>
<td>Requirements</td>
</tr>
<tr>
<td>Architecture and Design</td>
<td>Design</td>
<td>Design</td>
</tr>
<tr>
<td>Construction</td>
<td>Conduct Intervention or Research</td>
<td>Implement Design</td>
</tr>
<tr>
<td>Testing</td>
<td>Feedback and Interpretation</td>
<td>Testing</td>
</tr>
<tr>
<td>Evaluation</td>
<td>Translate Research Findings</td>
<td>Evaluation</td>
</tr>
<tr>
<td>Work Items</td>
<td>Health Concerns</td>
<td>Remaining Issues</td>
</tr>
</tbody>
</table>

After identifying the key elements in the generic systems model, the relationships between these elements must be established. Fortunately, the new node structure reflects the original structures within both the agile and CBPR models, and therefore can be directly translated to the general model. Along with the labels identified in Table 3.3, the Remaining Budget Node will also be included, with the purpose of future validation as discussed above. The overall model can be seen in Figure 3.8.

Figure 3.8: User-focused, iterative systems model

This general model can now be used in order to compare and contrast agile and CBPR, as described in the next chapter. The case study aspect of this project (whose methodology is described in Chapter 4 and results are described in Chapter 5) involves questioning experts in the two disciplines to describe certain characteristics of agile and CBPR, using the model as a tool for obtaining this information. Two key
sections of information are being sought through these methods. The first is to distinguish differences in implementation between these two sets of practices, in order to determine if there are things that each discipline can learn about the other. Differences between agile and CBPR may highlight activities that have potential applicability for transfer between the disciplines, and thus represent learning opportunities in this project. The second significant piece of information being sought is the investigation of exactly where each discipline is engaging their users the most while undertaking these practices. This information is being investigated in order to answer the research question presented in Chapter 1 of this thesis, ‘Are there correlations between user engagement at particular lifecycle stages and issues experienced when implementing user-based, iterative practices?’ In order address this question, participants of the case study will be asked to identify how much user engagement generally occurs at each stage of the model for their disciplines practices, along with what they feel are the biggest challenges posed when undertaking these particular activities.

As identified in the next section, there are identified limitations of the general model created within this section. Of course, it is possible that limitations exist that have not occurred to the researcher, or may not be immediately obvious to someone who is not used to undertaking the practices that it represents. For this reason, when conducting the case study in this project, practitioners of agile and CBPR will be queried on the applicability of the general model to their experiences in the field, and improvements to the model will be sought from these experts.

### 3.3 Limitations of Model

The general model described in this chapter is limited due to its inherent abstract nature. While all efforts have been made to ensure that each element of the model accurately reflects corresponding phases of the agile software development and CBPR approaches, this does not come without cost. It was necessary to remove and abstract details of specific practices in order to create the general model. As such, it is possible that details or pieces of information about certain practices that are potentially useful for the project may be lost when interviewing experts in relevant fields, simply because the particular phase which encompasses those practices are no longer present. It is also possible that the abstractions taken have removed information that is potentially important for practitioners, and as such, this will not be known until the model is already being used within the case study itself. These limitations refer to issues inherent when abstracting information from a system.

A second limitation of the model is that the only resource constraint specifically identified is that of the budget. There are two potential issues surrounding this design decision. Firstly, the idea of having fixed deadlines for agile is not represented at all, which could potentially mean that issues surrounding deadlines are missed during case study interviews. This decision to include budget as the constraining factor was based on the amount of discussion that surround the constraints of money in agile literature compared to the amount of discussion regarding time constraints. The sec-
The second issue is that CBPR does not generally attribute budget as a constraint (based on literature), however this has been inferred by the researcher. In order to address this, all CBPR practitioners will be questioned about the existence of this node, and asked if it appropriate to include such a constraint on the system.

The third limitation is that these models are based on the researcher’s interpretation of the literature, resulting in two potential issues. The first is that the researcher may have misunderstood parts of the literature, resulting in an incorrect assumption or design decision to be made. The second is that there may be differences in implementation for agile and/or CBPR than what is presented in the literature. In order to address these issues, the models will be verified by experts in agile and CBPR, asking them to make alterations to the model where they see appropriate.

The final limitation is that the models presented here follow Senge’s and Bennett et al.’s methodologies only as far as to create informal models. While it is possible to extend this general model into a formal model, it was felt that due to the qualitative nature of the research, an informal model that was directed towards gathering qualitative information was more appropriate for this project. While this isn’t necessarily a limitation for this project itself, anyone who wanted to reproduce the steps undertaken in this chapter for creating a systems model would be limited to the creation of informal systems models and not formal models.

Despite identified limitations, it was the hope of the primary researcher of this project that this general model would serve as an appropriate tool for identifying similarities, differences and user engagement across the practices of agile software development and CBPR. The design of the case study which would utilise this model is described in the following chapter, with results presented in Chapter 5.
Chapter 4

Methodology

This chapter outlines the processes that were undertaken in order to gather data regarding the implementation of agile software development in software engineering and CBPR in mental health research. The purpose of this work is to identify the feasibility of software engineering and mental health research learning from one another. This fits in with the overall objective of this study to address the historically inward-facing nature of software engineering, and to identify the feasibility of sharing knowledge between software engineering and other disciplines. An exploratory case study is designed using the framework provided by Runeson & Host (2008) in order to compare agile software development practices against CBPR. The case study consists of interviews performed with a sample of experts from each discipline, and the data from which is analysed using a grounded theory approach to analysis. The results of this analysis are presented in Chapter 5.

4.1 Approach to research

As outlined by the research questions in Chapter 1, this project was concerned with identifying areas in which software engineering and mental health may be able to learn from one another. In order to identify these areas, an exploratory attitude to research was needed, as there was no precedent within the literature for comparing practices across disciplines. Indeed, there was no precedent for this type of interdisciplinary research within software engineering. The first step in this process involved identifying the type of data collection process that would be most effective for identifying areas for interdisciplinary knowledge sharing. This process involved comparing the strengths and weaknesses of qualitative and quantitative data collection processes.

4.1.1 Qualitative vs Quantitative Research

Whilst an extensive comparison between qualitative and quantitative data is outside the scope of this project, the considerations taken by the researcher when choosing a research approach within this project are presented below.

Qualitative research is defined as research that is undertaken in a natural setting, where the researcher gathers words or pictures, and inductively analyses them in or-
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der to derive meaning from the participants of the study (Creswell 1998). This is in comparison to quantitative methods, which involve empirical investigations involving statistical, mathematical or numeric data and analysis (Given 2008). Software engineering has a historical legacy to lean towards quantitative research projects, however the researcher felt that this was not reason enough to dismiss the possibility of using a qualitative approach.

Creswell (1998) explains that in qualitative projects, research questions typically ask ‘what’ or ‘how’ questions. This is in contrast to quantitative projects, which often ask ‘why’ questions, and search for explanations or cause and effect relationships. Clearly from this simple measure, the research questions in this research project lean towards a qualitative research approach (such as ‘What are the main challenges faced when conducting user-focused, iterative methodologies?’ and ‘What is the general attitude towards interdisciplinary knowledge sharing in the software engineering and mental health research domains?’).

In order to present a balanced view, however, the strengths of quantitative analysis must be identified. Quantitative research often allows for results to be quickly and numerically analysed (Given 2008). Analyses within quantitative projects are also less susceptible to being overwhelmed by data than qualitative research, with less difficulty in maintaining and demonstrating rigor (Anderson 2010). Quantitative research is also appropriate for testing hypotheses, as numerical methods can be effective for presenting explanations for certain phenomena (Given 2008).

Whilst the strengths of quantitative research were considered, it was ultimately decided that a qualitative approach to data gathering and analysis was appropriate for this project. This was due to the fact that this project was investigating the feasibility of interdisciplinary approaches within software engineering, and was not trying to prove or disprove a pre-existing hypothesis. This project therefore used qualitative data as its primary data source, in order to compare the way agile software development and CBPR practices are performed. Along with deciding on the type of data that was going to be collected, a research tradition in which to perform the qualitative research also needed to be chosen.

4.1.2 Determining a qualitative research tradition

In order to perform a qualitative research project, a framework within which to operate had to be chosen. Creswell (1998) presents five qualitative research traditions for qualitative research, namely a biography, phenomenology, ethnography, grounded theory and case study. Each of these traditions are presented briefly, along with justification for why they were or were not appropriate for this study.

A biographical study involves research surrounding a single individual, and their set of experiences (Creswell 1998). This research project was concerned with investigating a set of practices within two disciplines, which is concerned with several individuals and complex behaviours between these individuals. Therefore the biographical approach to research was not deemed appropriate for this study.

A phenomenological study is concerned with understanding the essence of expe-
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Experiences about a phenomenon, generally from a philosophical perspective (Creswell 1998). While this project was concerned with studying two phenomena (namely the implementation of agile and CBPR practices within their domains), it was the actual implementation and issues felt that were being sought, rather than philosophical perspectives behind the practices. Therefore, this approach was also not deemed as appropriate.

An ethnographic study is concerned with the study and description of a cultural or social group (Creswell 1998). As the nature of this project was on particular practices rather than groups of people, this was deemed an inappropriate research technique.

Grounded theory is concerned with developing a theory grounded from the data in the field (Creswell 1998). This project wasn’t actually concerned with creating a theory per se, and was more aligned with the exploratory ideas of interdisciplinary feasibility within software engineering. It is noted that a grounded theory to analysis did appeal to the researchers, and is further explored below.

A case study is used for creating an in-depth data analysis of one or more cases bound within a system (Creswell 1998). As this study wanted to investigate the way in which agile was implemented (within the software engineering domain) and the way in which CBPR was implemented (within the mental health domain), this approach seemed the most appropriate out of the five traditions. It is for this reason that a case study approach was taken towards the research, which would consist of two cases (agile and CBPR).

For the sake of this project, the definition of an exploratory case study provided by Runeson & Host (2008) will be used. An exploratory case study is one in which the aim is to generate new hypotheses and ideas for research through the investigation of what is currently happening with the investigated case. This is in contrast to an explanatory case study, which seeks an explanation about a given problem or situation (Runeson & Host 2008). This project adopted an exploratory case study approach in order to explore the native implementation of agile and CBPR, and to explore any possible opportunities for learning between the two practices.

4.1.3 Interviews for data collection

The survey technique described by Robson (2002) was used, with particular emphasis on the process of collecting information from a sample of a population by means of an interview. Interviews were identified as effective mechanisms for data collection as they allowed the researcher to further explore the investigated practices, along with any other interesting or unexpected topics that arose.

The primary data source for this project will come in the form of interview transcripts from experts in the relevant domains. The methodology for collecting, analysing and reporting this data was developed in consultation with the supervisors of this project and the NIMHR staff, and is described further in this chapter.

Through discussions with relevant project stakeholders, it was decided that the interviews would be conducted with experts in each domain. Experts were chosen for interview in this case study due to their extensive knowledge in their given do-
main. Based on the project advisors’ experience, it was expected that there was a good chance that experts would be aware of the foundations of particular practices and issues being experienced across their discipline. Experts were also chosen due to the limited timeframe that the project was under, and thus a larger case study with several users of varied experience was simply not possible. The potential bias that may have been introduced by only including experts in the participant pool is addressed below. In order to improve the validity of the project, data source triangulation was used throughout the project.

Triangulation is a method for improving the precision of research by selecting different sources of data to confirm results in order to build a coherent picture (East erbrook et al. 2008). Runeson & Host (2008) describe data source triangulation for empirical research methods as the process of collecting data from more than a single data source, and in doing so, providing a broader picture of the investigated phenomenon. The case study presented in this project will employ data source triangulation techniques by considering the perspectives of experts across two different disciplines. Additionally, within each group of experts, it will be ensured that there is a range of academic and industry experience in order to examine a wide context for how these practices are being applied.

The case study design presented below describes the actions taken in order to collect data in a consistent manner across all participants. Elements of the Case Study Protocol used for this project are described below, and attached as appendices where appropriate. The Case Study Protocol acts as a guide for data collection, provides an explicit description for the research to be undertaken and allows for relevant feedback (Runeson & Host, 2008). Along with ensuring consistency across the data gathering activities, the Case Study Protocol also acted as a guide for the Ethics Proposal required to undertake this type of research.

4.2 Case Study Design

This section describes the case study which involved the investigation of agile software development techniques within the context of software engineering and the implementation of CBPR techniques within mental health research. These are considered separate cases and are investigated independently. A cross-case comparison performed at the conclusion of the interview period to identify opportunities for interdisciplinary knowledge sharing to occur between the disciplines. The following subsections address each component of the case study design, as identified by Runeson & Host (2008).

4.2.1 Objectives

The purpose of this project is to identify the feasibility of knowledge sharing between software engineering and mental health research. This involved attempting to identify areas from which the disciplines could learn from one another. One train of thought
regarded the ideas of sharing ‘lessons learned’ when undertaking the practices of agile and CBPR. In this way, pain points that one discipline was facing may have been able to be remediated by solutions that the other had come up with. Along with this idea, the researcher identified that the participants themselves may have had ideas about where their practices may be effective. Therefore, participants would also be questioned about knowledge sharing and potential areas for interdisciplinary collaboration. These intentions culminated in the five main questions that will be addressed throughout the case study, which are as follows:

- What are the major challenges and pain points felt when implementing agile Development practices/CBPR activities?
- Is the model created in Chapter 3 an effective description tool for both agile Development practices and CBPR activities?
- Were there influences from other disciplines in the creation of iterative, user-based development methodologies such as agile Development and CBPR?
- What is the general attitude to knowledge sharing across software engineering and mental health research, with regards to current techniques and practices?
- What techniques do experts feel are particularly effective in their domain that could be translated to other disciplines?

The ultimate objective of searching for the answers to these questions is to demonstrate whether or not the methods proposed in this project are an effective mechanism for facilitating a two-way flow of knowledge between disciplines. The secondary objective is to identify practices that may be beneficial to implement within the domain of software engineering from the discipline of mental health research, as well as conversely identifying methods that may provide benefit within the domain of mental health research from the discipline of software engineering.

### 4.2.2 Procedures and Protocols for data collection

As this project intended to use human subjects, it was a requirement of the Australian National University that the proposed case study was approved by the university’s Human Research Ethics Committee (HREC). The considerations that were addressed during this ethics approval process are addressed throughout this section.

Key ethical considerations that needed to be addressed in order to conduct this study included that all participants gave their written consent to participate; that the project was approved by the HREC; there was an agreed level of confidentiality for participants; results would be handled sensitively; and feedback would be provided to participants by the researcher upon the completion of the project.

Potential participants in the software engineering and mental health research domains were identified through a combination of requesting project advisors in both disciplines for potential candidates who would be appropriate for the study, and
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through the websites of organisations that performed agile or CBPR. As advised by Runeson & Host (2008), due to the qualitative nature of this type of research, it is generally better to find subjects that display a difference in characteristics. These include those who have experience in different roles as well as displaying personality types, rather than try and replicate similarities across participants. For this reason, a selection of potential participants were chosen that had a range of academic and industrial experience in practicing agile development and CBPR activities. This decision also allowed data source triangulation to be performed, providing a broader picture of the current practices across industry and academia as well as increasing the precision of the research.

Formal invitation emails were sent to all potential participants (see Appendix D) prior to any commitment being made to participate to the study. A consent form (see Appendix D) and Information Sheet (see Appendix C) were given in this e-mail, so that participants were provided with as much information possible before participating in the study. Those who were e-mailed were also invited to e-mail the primary researcher with any queries they had in order to find out any additional information, or clarify any concerns that may have arisen.

Upon receiving written consent from participants, an interview time and location was set up with each participant. Consent forms allowed for participants to choose their preferred level of confidentiality (being addressed under a pseudonym, having their occupation disclosed or complete anonymity), and requested permission to audio record the interview. These interviews were to be conducted either in person or online using Skype.

At the commencement of each interview, the interviewer confirmed that the participant was still happy for the interview to be recorded (where applicable), and if so, recorded the proceedings using an in-built laptop microphone, and a backup recording using the in-built microphone and recording feature of a mobile phone. The decision to record the interviews was based off a recommendation from Runeson & Host (2008), who advise that even when taking notes, it can be difficult for a researcher to record all details, and the researcher should therefore record the interview in an audio or video format.

As outlined in the approved Ethics proposal for this project, raw data from the interviews (in the form of recordings and transcripts from the interviews) will only be accessible by the primary researcher, and the supervisors who are overseeing this project. Interview recordings and transcripts will be stored for one year following the submission of this thesis, after which time they will be destroyed.

4.2.3 Collecting evidence

The primary form of data collection for this project was through the use of interviews. In each interview, the primary researcher asked a series of questions to each participant about practices and experiences in their respective discipline. For a list of indicative questions for experts in software engineering and mental health research, see Appendix E and Appendix F. The questions asked were based on the case-study ob-
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The objectives stated above. These questions were intentionally open in nature, in order to allow participants the opportunity to provide a broad perspective on the given topic, based on their experience in the domain.

The interviews were semi-structured, in that for each interview a set of questions were planned, but not necessarily asked in the same order each time (Runeson & Host, 2008). It was occasionally the case that a participant addressed a point that was more aligned with further question, and in these instances, the further question may have been asked sooner than was previously planned. In this way, the direction of the conversation in the interview had influence on the order of the questions, which allowed for further exploration for topics of interest.

During the interview, participants were also asked to adapt the general model created in Chapter 3 to better reflect the practices they had witnessed in the past. For the software engineering experts, this meant changing the model to better suit their observations of how agile has been performed, and for mental health researchers, this meant changing the model to align with the ways they had witnessed CBPR and Participatory Practices being performed. The general model that was given to each participant is given in Figure 4.1. It is noted that the researcher decided to remove the pluses and minuses from the model for sake of the interview. This was based on the feeling that the diagram may have been too busy and thus confusing for the participants. Colours were seen as being sufficient for the sake of this exercise (accompanied by an explanation from the researcher). As discussed in Chapter 5, this decision did not appear to reap any benefit, and for the next iteration of the model, the researcher would reinstate the pluses and minuses for the sake of clarity.

Figure 4.1: General model given to participants for adaptation

Along with adapting the model to align with their experiences, participants were also asked to mark on the diagram the places that they felt had the most user engagement. Participants were asked to put two crosses next to the phases they felt the generally always engaged users, one cross for stages that occasionally or usually engaged uses, and leave blank and stages that generally did not involve user engagement.
As the researcher was in direct contact with participants and data was collected in real time from this interaction, this approach falls under Lethbridge et al.’s (2005) classification of being a first degree data collection technique. The differences between first, second and third degree data collection are that in first degree the researcher is in direct contact with the subjects, in second degree the researcher collects the results from the subjects, but is not in direct contact with them, and third degree data collection as an independent analysis of research artefacts (Runeson & Host 2008). Runeson & Host (2008) explain that while first degree methods are generally the most expensive data collection technique to apply, they have the advantage of being able to control what data is being collected and the method for collection. In this case, conducting the interviews was fairly inexpensive, and as such, this was an appropriate technique for collecting data for this project. As discussed above, the benefit of using several participants is that the effects of interpreting the data from a single data source are limited. This allowed for results to be triangulated, which will generally produce a stronger conclusion than when conclusions are based on a single data source (Runeson & Host, 2008).

Upon the conclusion of each interview, the recordings were transcribed into an electronic format by the primary researcher for review by the participant. As observed by Runeson & Host (2008), sending back transcripts and observations allows participants to correct any mistakes in the raw data. Each participant of this study received the transcript of their interview via e-mail, and responded with any desired changes to the data. All changes were made and transcripts updated as requested.

4.2.4 Analysis of collected data

The purpose of the analysis presented in this case study is to explore the responses given by participants and generate hypotheses from the data. As highlighted by the research questions of this project, the primary concern is in identifying the feasibility of interdisciplinary learning and sharing knowledge across disciplinary boundaries. It is through this lens that themes and relationships are analysed.

Runeson et al. (2012) identify the importance of using a structured approach to analysis, highlighting the need to plan and record decisions made throughout the process. The primary framework for data analysis was a specialised framework for analysing case study data through a grounded theory approach, in the form of Runeson & Host’s editing approach to analysis (Runeson & Host 2008). Runeson & Host present four techniques for case study data analysis (where each is an adapted version of a grounded theory approach to data analysis). The four techniques presented by Runeson & Host (2008) are:

- Immersion approach: in which there is little structure in analysis, and results are reliant on the skill of the researcher.
- Editing approach: Which exists within a structured framework, however starts off with at most a few predefined codes, and instead allows codes to emerge from the data.
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- Template approach: A more formal approach that editing, where codes are pre-defined based on research questions.
- Quasi-statistical approach: A formal approach with pre-defined codes, and others based on calculation of word frequency within the data set.

Runeson & Host identify Editing and Template approaches as the most commonly used throughout software engineering case studies. As this case study is exploratory in nature, and areas for potential learning were expected to emerge from the data, an editing approach to data analysis was chosen. While this approach was largely prescriptive, there were times throughout the analysis when supplementary theory to analysis was sought, and during these times Robson’s *Real World Research* (Robson, 2002) was consulted for reference.

Analysis begins through the process of initial, or open, coding (Runeson & Host 2008). To this end, the researcher printed off each transcript, marking words (or ‘codes’) next to each sentence that seemed appropriate. These words generally related to the theme of the sentence, as well as any phenomenon that that seemed important to the participant, or unexpected from the perspective of the researcher.

Following this initial coding session, the transcripts were imported into the commercially available analysis tool *NVivo qualitative data analysis software* (QSR 2012). Each identified code from the initial round of coding was put into NVivo as a ‘node’. Following this, each digital copy of each transcript was coded again. The difference was that when a sentence fit within codes that existed within the software that the researcher hadn’t originally picked up on, the sentences were also attributed these codes. In this way, sentences were retrospectively fitted to codes, until the researcher was satisfied that all codes lined up with appropriate corresponding sentences.

This represented the process of open coding within the system. The next phase of analysis involved assembling codes into broader themes, within the process of axial coding (Runeson & Host 2008). Further direction was sought from Robson (2002) regarding the steps taken during the stage of axial coding. A coding paradigm was developed, which identified one or more central phenomena for each case, casual conditions for these phenomena, strategies that have arisen form the presence of these phenomena, intervening conditions to the system and consequences that flow from the phenomena. Examples of these coding paradigms for the two cases can be seen in Chapter 5.

Following this process, the final stage of selective coding (Runeson & Host 2008) was performed. This involved the integration of the categories identified through the coding paradigm when performing axial coding. As recommended by Robson (2002), hypothetical propositions were presented, in the forms of models. These models were discussed, along with implications and future work that flow from them.

The process outlined above describes Runeson & Host’s’s editing approach to qualitative data analysis. This approach is a specialised version of grounded theory, tailored for case studies within software engineering. The analysis in Chapter 5 steps through each of these stages in more detail, giving examples of the data that was collected and needed at each stage of the process.
4.2.5 Reporting

This thesis acts as the reporting mechanism for the case study undertaken during this project. Robson (2002) identifies that a case study report should give context to the case, provide a history of related work, provide data in a basic form and articulate the researcher’s conclusions. This information is portrayed across chapters 1, 2, 5 and 6 of this thesis respectively.

Summarised versions of the data are provided in the next chapter, along with key quotes from relevant interviews. For information involving the model in Figure 4.1, aggregate results are presented in Chapter 5, where results from participants in the same discipline are laid over one another (copies of the original diagrams provided in interviews can be found in Appendix K for software engineering and mental health research participants).

Specific care has been taken through the reporting process of this project, in order to keep the identities of participants confidential for reporting purposes. As identified by Amschler-Andrews & Pradhan (2001), the researcher has a responsibility to maintain the integrity for all participants whilst balancing their duties as a researcher in their attempt to be published. Participants are always referred to under gender-neutral pseudonyms in this thesis for this reason.

4.3 Validity of Case Study

The validity of a case study dictates the trustworthiness of the results, where threats to validity can negatively affect the impact of the research project (Runeson et al. 2012). In this section, potential threats to the validity of this case study are identified, with specific reference to the countermeasures taken throughout the course of the project. Specific reference will be made to the construct validity, internal validity, external validity and reliability of the case study, each of which belong to the validity classification schemes recommended by Runeson et al. (2012) and Yin (2003) for controlled experiments in software engineering.

The construct validity of the project was explicitly addressed before the commencement any data collection. The construct validity of this project refers to the extent in which operational measures that are being investigated actually represent the research questions for the project. Runeson & Host (2008) give the example of construct validity being threatened because the researcher has interpreted the constructs discussed in an answer to an interview question differently than the way the participant intended it. Two explicit steps were taken in order to address the construct validity of the case study. Firstly, the supervisors of the research project were briefed on the interview questions prior to the commencements of any interview to ensure that they aligned with the phenomena being researched. Secondly, all participants had their transcripts returned to them, and were entitled to make any changes they wanted to the transcripts to make sure that what the researcher had recorded accurately reflected their position on any particular topic. In this way, the construct validity of the project was addressed before and after the commencement data collection.
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Internal validity is concerned with the examination of causal relationships, specifically when the investigated factor is affected by an unknown factor, of which the investigator is not aware (Runeson & Host 2012). This investigation is not specifically investigating causal relationships, and has a greater focus on relationships between observed factors (e.g. investigating whether there is a relationship between user engagement and project success across the two investigated disciplines). However, for any identified causal links that are identified will be used instead to form hypotheses rather than form conclusions. This is due to the exploratory nature of the project, and any hypotheses that are created will be presented for further investigation.

The broad perspective taken by this project is a natural defence against threats to external validity. Runeson & Host (2008) identify that external validity is the extent to which findings can be generalised, and the extent to which findings will be of interest to those outside of the investigated cases. It is apparent from the interview questions given in Appendix E and Appendix F that no specific project or organisation was focused on in any particular part of the interview. The interviews were intentionally designed to have participants draw upon multiple areas and experiences, and in general participants spoke about several different organisations and projects within each interview. Additionally, given that participants were identified from different areas of academia, industry and even across disciplines, the possibility that the findings will be specific only to those who participated in the case study is less likely.

The reliability of a case study refers to the extent that data collection and analysis are dependent on the specific researcher, which can be threatened if the coding process or interview questions are unclear (Runeson & Host 2008). In Chapter 5, the initial set of codes used in the analysis are mapped back to the original research questions. Whilst further codes were created based on emerging themes from respondents’ answers, the links to codes which have been based off the research questions presented in Chapter 1 are explicitly made. Additionally, the base set of questions used in the semi-structured interviews are given in Appendix E and Appendix F, allowing for repeatability of these interviews by a researcher outside of this project. Therefore appropriate measures have been taken in order to ensure that the reliability of this project is fitting for a software engineering case study.

In this section, potential threats to the validity of the project have been addressed, highlighting countermeasures which have been taken in order to prevent these threats from eventuating. The validity classification scheme recommended by Runeson et al. (2012) and Yin (2003) for controlled experiments in software engineering was used, addressing threats to validity across construct validity, internal validity, external validity and reliability. As demonstrated, appropriate measures have been taken in order to reduce threats to the validity of this project as much as possible.
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This chapter presents the results of undertaking the case study described in Chapter 4. Findings from the case study are provided, with appropriate discussion distributed amongst these results. A discussion regarding the implications for future interdisciplinary work within software engineering is given, along with any identified strengths and weaknesses of this case study.

5.1 Overview of Interviews

The case study performed as a part of this research project involved interviewing three experts from the discipline of software engineering and three experts from the discipline of mental health. These interviews were conducted between August and September of 2014 by the primary researcher of this project. Protocol was undertaken as outlined in the case study description within Chapter 4 of this thesis and a consent form was obtained from all participants prior to the commencement of their respective interview. All participants gave permission for the interviews to be audio recorded for the purposes of future analysis within the project, and all gave permission to be referenced by occupation.

The end of data collection for this project was dictated by the timeframe that is necessary for an undergraduate program of this nature. A second round of interviews would have been preferable for the purposes of validating the findings found, however this was simply not feasible in the project timeframe (see section 5.4). This time pressure was further exacerbated by the change in project direction during the research period. For a description of this change of direction, see Appendix A. This chapter therefore describes the analysis performed on the initial set of 6 interviews performed with experts in software engineering and mental health.

Throughout each interview experts were asked a series of verbal questions, and were asked to annotate the systems model presented to them when appropriate. The interviewer recorded handwritten notes during the interviews, which were later used as field notes, as well as audio recordings of the interviews. The researcher created detailed summaries of each interview (generally in the form of extensive, yet partial or full transcripts of the interviews). These detailed summaries were provided to each participant to confirm the accuracy of the records, and provide any alterations or addi-
tional information they felt necessary. It is noted that these transcripts were manually created by the researcher, by listening to and typing out the contents of the interview audio files. Attempts were made to use Dragon Speech Recognition Software (Nuance Communications 2014) to transcribe interviews, however this proved to be ineffective due to the lack of accuracy produced by the tool.

The approved detailed summaries were used for qualitative analysis, as presented throughout the remainder of this chapter. NVivo qualitative data analysis software (2012) was used to for open and axial coding activities, and models were produced from within NVivo as a result of these activities. The approach used for analysis was the Runeson & Host’s editing approach to analysis, a general framework for analysing case study data through a grounded theory approach (Runeson & Host 2008). The following section presents the results of these analysis activities, presenting each case individually, along with a cross-case synthesis between agile and CBPR.

5.2 Analysis of Data

The purpose of the analysis presented in this chapter is to generate hypotheses from the data collected within the exploratory case study. As highlighted by the research questions of this project, the primary concern is in identifying the feasibility of interdisciplinary learning and sharing knowledge across disciplinary boundaries. It is through this lens that themes and relationships were analysed, and hypotheses referring to these topics were sought. It is noted that while the analysis of this data was guided by the research questions of the project, the method undertaken was flexible enough to allow unexpected themes to emerge from within the data, as demonstrated below.

The primary framework for data analysis used was a general framework for analysing case study data through a grounded theory approach, in the form of Runeson & Host’s editing approach to analysis (Runeson & Host 2008). There were times throughout the analysis when supplementary theory to analysis was sought, and during these times Robson’s *Real World Research* (Robson, 2002) was consulted for reference.

It is noted that throughout this chapter, participants’ names are removed for confidentiality purposes. When it is necessary to refer to a specific participant, they are referred to by an alphanumeric pseudonym. This pseudonym will be of the form ‘S#####’ for software engineering participants and ‘M#####’ for mental health participants. The ‘#’ sign is replaced with a set of digits based on the time that the interview was conducted. A general description of the participants is given in Table 5.1 for contextual purposes, when reading the responses below.

The first step of the analysis process came from coding the participant approved interview transcripts using an open coding process. To do this, the researcher printed off each transcript, highlighting and annotating the sentences that contained a repeated idea, an idea that the researcher found unexpected, or any comments that participants specifically mentioned being important. Codes were based on the content of the sentences, allowing codes to emerge from within the transcripts themselves.
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Table 5.1: Overview of participants’ background

<table>
<thead>
<tr>
<th>Pseudonym</th>
<th>Discipline</th>
<th>Experience</th>
<th>Occupation</th>
</tr>
</thead>
<tbody>
<tr>
<td>S081912</td>
<td>Software engineering</td>
<td>Industrial and Academic</td>
<td>Software Engineering Lecturer</td>
</tr>
<tr>
<td>S082210</td>
<td>Software engineering</td>
<td>Industrial and Academic</td>
<td>Software Engineer</td>
</tr>
<tr>
<td>S082711</td>
<td>Software engineering</td>
<td>Industrial Academic</td>
<td>IT Consultant</td>
</tr>
<tr>
<td>M082615</td>
<td>Mental health</td>
<td>Industrial Academic</td>
<td>Mental Health Researcher</td>
</tr>
<tr>
<td>M091013</td>
<td>Mental health</td>
<td>Industrial</td>
<td>Youth Participation and Technology Coordinator</td>
</tr>
<tr>
<td>M091514</td>
<td>Mental health</td>
<td>Industrial and Academic</td>
<td>Product Manager</td>
</tr>
</tbody>
</table>

The reason that codes were initially generated from paper copies of the transcripts is that during the next phase, each sentence was attributed to one or more codes using a software-based tool. By creating an initial set of codes on paper, it meant that during the next phase of the process, sentences could be checked against all possible codes, rather than just the ones found initially.

The next step in the analysis process involved transferring these codes from paper into computer-aided with qualitative analysis software NVivo. This allowed codes to be attributed to participants, and a more coherent picture began to be formed. To do this, each sentence was highlighted and attributed to one or more nodes (where each node is representative of exactly one code). As mentioned above, if there were new codes that sat within sentences that weren’t picked up on by the researcher in the initial round of open coding, these codes were also assigned to these sentences. In this way, this was a second iteration of the open coding process.

There were instances where codes could quite quickly and easily be grouped into hierarchies during this process. An example would be the codes “Issues with Agile – Lack of Understanding”, “Issues with Agile – Lack of Documentation” and “Issues with Agile – Attitude of Development Team”. Quite clearly, these codes can all fit under the category of “Issues with Agile”. Using NVivo, these initial hierarchies were created to help the researcher organise and make sense of the node patterns that were emerging. This resulted in the initial, hierarchical coding schema that can be found in Appendix I. This initial grouping of hierarchies was for organisational purposes, however helped form the basis of the next phase of analysis-axial coding.

Axial coding involved assembling data in new ways after open coding, identifying connections between codes based on their content and emerging themes. An initial step in this process was to perform cluster analyses on the data (based on the Pearson correlation coefficient), which grouped codes with similar content together. These cluster analyses resulted in hierarchical trees that can be seen in Appendix J. These trees immediately gave rise to codes that could be jointly associated by simple ob-
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servation, such as ‘Culture and Management Support’ and ‘People don’t like change’ for interdisciplinary attitudes within software engineering, and ‘Communication’ and ‘Feedback’ when undertaking CBPR in mental health. While they did give an indication of which nodes were similar to others, this was not sufficient to perform axial coding, and thus a coding paradigm was used.

A coding paradigm was created based on the initial codes found through the open coding process during the axial coding phase. A coding paradigm specifies the central phenomenon (or phenomena) of the study, explores causal conditions that influence the central phenomenon, specifies identified strategies that interact with the central phenomenon, identifies the intervening conditions that influence the strategies and delineates the consequences for this phenomenon (Robson 2002). For both the software engineering and for mental health interviews, two central phenomena emerged from the data. The first was unsurprisingly the cases themselves (that is, agile software development and CBPR). The second were the attitudes and ideas towards interdisciplinary collaboration, which was not necessarily directly connected to the case itself. Therefore a coding paradigm was created for each central phenomena in each discipline. These phenomena can be seen in Table 5.2, Table 5.3, Table 5.4 and Table 5.5.

Table 5.2: Axial coding paradigm for agile software development

<table>
<thead>
<tr>
<th>Component</th>
<th>Open Codes</th>
<th>Axial Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Central Phenomena</td>
<td>Chaos</td>
<td>“Agile Software Development”</td>
</tr>
<tr>
<td></td>
<td>Loops within Loops</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Over Documentation within Software Engineering</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Requirements Volatility</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Adaptation to Iterative</td>
<td></td>
</tr>
<tr>
<td>Causal Conditions</td>
<td>User Engagement</td>
<td>“Issues with Traditional Approaches”</td>
</tr>
<tr>
<td></td>
<td>Adherence to Strict Time-frame</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Reduce Documentation</td>
<td></td>
</tr>
<tr>
<td>Strategies</td>
<td>Extent of User Engagement</td>
<td>“Emphasis on user engagement and satisfaction”</td>
</tr>
<tr>
<td></td>
<td>Lack of Understanding</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Lack of Documentation</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Attitude of Development</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Team</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Culture and Management Support</td>
<td></td>
</tr>
<tr>
<td>Intervening Conditions</td>
<td></td>
<td>“User, Management and Team support necessary for success”</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Consequences</td>
<td>Dealing With Complexity</td>
<td>“Conditionally Improved Practices”</td>
</tr>
<tr>
<td></td>
<td>Quality</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Benefits of Automation</td>
<td></td>
</tr>
</tbody>
</table>
Table 5.3: Axial coding paradigm for software engineering attitudes to interdisciplinary collaboration

<table>
<thead>
<tr>
<th>Component</th>
<th>Open Codes</th>
<th>Axial Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Central Phenomena</td>
<td><strong>Interdisciplinary attitudes</strong></td>
<td>“Attitudes to Interdisciplinary collaboration”</td>
</tr>
<tr>
<td>Causal Conditions</td>
<td><strong>Silo Based Discipline</strong></td>
<td>“People like what they know”</td>
</tr>
<tr>
<td></td>
<td><strong>People don’t like change</strong></td>
<td></td>
</tr>
<tr>
<td>Strategies</td>
<td><strong>Push Out</strong></td>
<td>“Practices applicable for pushing out and pulling in”</td>
</tr>
<tr>
<td></td>
<td><strong>Project Work</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Educational Material</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Conceptualisation of Problems</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Modelling</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Law Enforcement</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Environments with Volatile Requirements</strong></td>
<td></td>
</tr>
<tr>
<td>Intervening Conditions</td>
<td><strong>Culture and Management</strong></td>
<td>“Willingness of areas to adopt new approaches”</td>
</tr>
<tr>
<td></td>
<td><strong>Support</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Open-mindedness</strong></td>
<td></td>
</tr>
<tr>
<td>Consequences</td>
<td><strong>Push Out</strong></td>
<td>“Improved Practices”</td>
</tr>
<tr>
<td></td>
<td><strong>Pull In</strong></td>
<td></td>
</tr>
</tbody>
</table>
Table 5.4: Axial coding paradigm for CBPR

<table>
<thead>
<tr>
<th>Component</th>
<th>Open Codes</th>
<th>Axial Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Central Phenomena</td>
<td>CBPR</td>
<td>“CBPR”</td>
</tr>
<tr>
<td></td>
<td>Loops within loops</td>
<td></td>
</tr>
<tr>
<td>Causal Conditions</td>
<td>Understanding needs of users</td>
<td>“Understanding the needs of communities”</td>
</tr>
<tr>
<td></td>
<td>Working with communities</td>
<td></td>
</tr>
<tr>
<td>Strategies</td>
<td>User engagement</td>
<td>“Emphasis on user engagement and feedback”</td>
</tr>
<tr>
<td></td>
<td>Feedback</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Strong customer focus</td>
<td></td>
</tr>
<tr>
<td>Intervening Conditions</td>
<td>User engagement</td>
<td>“Time is significant constraint”</td>
</tr>
<tr>
<td></td>
<td>Time constraints</td>
<td>“User engagement and management”</td>
</tr>
<tr>
<td></td>
<td>Access to stakeholders</td>
<td>“Understanding of practices necessary”</td>
</tr>
<tr>
<td></td>
<td>Balancing requirements with feasibility</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Conflicting requirements</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Communication and common language</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Dependent on stakeholder engagement</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Lack of understanding</td>
<td></td>
</tr>
<tr>
<td>Consequences</td>
<td>Dealing With Complexity</td>
<td>“Fulfilled needs of communities”</td>
</tr>
<tr>
<td></td>
<td>Give users sense of ownership</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Generating creativity in users</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Fulfilled Requirements</td>
<td></td>
</tr>
</tbody>
</table>
Table 5.5: Axial coding paradigm for mental health attitudes to interdisciplinary collaboration

<table>
<thead>
<tr>
<th>Component</th>
<th>Open Codes</th>
<th>Axial Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Central Phenomena</td>
<td><strong>Interdisciplinary attitudes</strong></td>
<td>“Attitudes to Interdisciplinary collaboration”</td>
</tr>
<tr>
<td>Causal Conditions Strategies</td>
<td><strong>Silo Based Discipline</strong></td>
<td>“Silo Based”</td>
</tr>
<tr>
<td></td>
<td><strong>Health Groups</strong></td>
<td>“Areas that rely on well-formed solutions for their users”</td>
</tr>
<tr>
<td></td>
<td><strong>Knowledge Sharing</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Science &amp; evidence based approaches</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Marketing</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Genuine engagement</strong></td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>CBPR</strong></td>
<td></td>
</tr>
<tr>
<td>Intervening Conditions</td>
<td><strong>Culture and management support</strong></td>
<td>“Willingness of areas to adopt new approaches”</td>
</tr>
<tr>
<td></td>
<td><strong>Open-mindedness</strong></td>
<td></td>
</tr>
<tr>
<td>Consequences</td>
<td><strong>Push Out</strong></td>
<td>“Areas for improvement”</td>
</tr>
<tr>
<td></td>
<td><strong>Pull In</strong></td>
<td></td>
</tr>
</tbody>
</table>

The final stage of analysis for this exploratory case study was to integrate the categories identified throughout the axial coding process. This stage of analysis is known as selective coding: the product of which are hypotheses based on the data gathered (Robson 2002). These hypotheses are given in the form of models, and can be found in the following subsections. Theses subsections describe the major findings for this case study.

As described throughout this section, themes were generated from within the data itself. In this way, this case study was exploratory in nature (that is, was not intended to confirm some pre-existing hypothesis), and is considered an inductive approach.

### 5.2.1 Major themes through agile case

The major themes uncovered during the agile case are brought together into the theoretical model found in Figure 5.1. These themes were derived during the selective coding process described above. In this process, themes were drawn from axial codes and the relationships between these codes were specified.

There are two key phenomena identified in Figure 5.1, both indicated by a thicker outline than the other themes in the model. From this model, two broad hypotheses have been generated, as follows,

1. Issues with traditional software development approaches led to the establishment of agile software development practices. These practices emphasise user satisfaction in order to improve the way software is developed. However, this
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Figure 5.1: Theoretical model of agile software development from case study

improvement can be affected by the support of the organisation developing the software, and the extent to which the customer is willing to be engaged.

2. People in software engineering have typically stuck to what they know, leading to an insular view towards interdisciplinary work. The extent to which software engineering will accept interdisciplinary work is dependent on peoples’ willingness to adopt new practices.

Note that there are themes in the model connected by dashed arrows that are not present in either hypothesis. This is not because they reflect the current state of software engineering, but rather they were themes that arose through the interview regarding possible avenues of thought and research for the future. These themes are further discussed in subsection 5.2.5 below.

In order to justify the above hypotheses, evidence will be provided regarding the relationship between each connected pair of themes. This will involve breaking down each hypothesis into its constituent parts, and providing evidence for each relationship in the model. We will begin with the first hypothesis.

Issues with traditional software development approaches led to the establishment of agile software development practices. These practices emphasise user satisfaction in order to improve the way software is developed, however this improvement
can be affected by the support of the organisation developing the software, and the extent to which the customer is willing to be engaged.

The first sentence justifies the establishment of agile based on issues with traditional software development approaches. This theme emerged through the participants’ responses, particularly in relation to the tendency for software engineers to produce too much documentation and not being able to handle requirements volatility using traditional approaches. Key quotes justifying this observation are given below,

“So the issues of over-documenting, and over-everything has occurred, and there certainly needed a different approach taken. And I guess Agile was at a point in time when people were throwing up their hands and saying ‘I don’t want to spend five years on a project, when all I’m doing is creating documentation.’”  (Participant S082210)

“The motivation behind it is that on the first approximation, nothing works. People saw that the problem with methodologies like waterfall and so on is that, on the one hand clients often change their mind along the way and get better ideas.”  (Participant S082711)

“[Agile was created] To overcome a lot of problems we were having with requirements, and to overcome what we’d call ‘Requirements Volatility’. Overcome a lack of understanding and lack of communication.”  (Participant S081912)

These responses indicate a need within the software engineering community to address these issues of over-documenting and handling volatile requirements. From the participants’ descriptions, it appears that agile software development was established for this purpose.

The second part of the first hypothesis states that ‘These practices emphasise user satisfaction in order to improve the way software is developed’. User satisfaction was a broad theme, used to encompass categories such as engaging the user through the development process, adhering to a strict timeframe and reducing the amount of documentation that is produced. These themes that encompass a focus on user satisfaction emerged throughout the interviews, as shown below,

“[I]t’s verifying that you’re actually doing what they want you to... That’s why agile says that you have the user very closely involved.”  (Participant S082210)

“Agile done well is far more structured. You’ve got the beat of the drum, every two weeks, every month, you’ve got reports that have to be done, you’re acknowledging that work has to be finished”  (Participant S081912)

“One of the tenets of the [agile] manifesto is to value working software over documentation.”  (Participant S082210)
The conversations surrounding these themes led into the consequences of undertaking an agile approach, which was the goal of improving the practices and products produced. The theme of improvements came from the way in which agile practices can handle complexity, and from the focus on quality that came from parts of the community that advocated for agile,

“It’s trying to recognise that as software projects have gotten more complex, and bigger and bigger, the idea of playing out these mega projects, which has always been ridiculous, but even more so, and how we can do best practice.” (Participant S081912)

“There was a group there that was all about quality, you know measuring and collecting information about systems, and where they failed and why they failed. And they were doing the research work, coming up with ideas for ways to overcome.” (Participant S082210)

“I think it works well when your major focus is building features.” (Participant S082711)

While these themes were seen as possible improvements to the issues faced by traditional methodologies, they were conditional to various factors that could affect the development team. The final part of the hypothesis states ‘however this improvement can be affected by the support of the organisation developing the software, and the extent to which the customer is willing to be engaged’. The software engineering participants all made note that agile is not a ‘fix-all’ solution, and that under certain situations it does not in fact improve processes at all (and in some instances, actually makes them worse). The broad theme of organisational support encapsulated such themes as the culture of the organisation, the support the development team has from management to use agile techniques, the attitude of the development team and any lack of understanding the development team had regarding agile techniques. The broad theme of the extent of customer engagement is self-explanatory. Evidence of these factors is given below,

“You need mature people there who understand the need to celebrate finding errors, and the positive ego-less feeling of where people are. Encouraging people to look at their estimates of how long it’s going to take them to do things, in a positive way, in terms of how can we do better rather than beating people into the ground.” (Participant S082711)

“The main reason I’ve seen them fail is the attitude of the development team. Of really just saying ‘we’ll just hack away here. We’ll create the requirements for the customer, and convince the customer what his or her requirements are, then let’s go do it’ and they hack something together and then deliver something that really doesn’t explain how they’ve developed it, what’s in it, how to change it when it comes to doing that.” (Participant S082210)
“Logically, agile should give you a better means of getting people up the experience curve more rapidly, providing you’ve got enough more experienced people who have the right attitude, who want to bring people up. And not everybody does.” (Participant S082711)

“There’s misunderstanding out there. It’s tied to misunderstood rigor, of the methodology.” (Participant S081912)

“If you can’t get an involvement [with customers] happening, then the team ends up just talking to itself, and you’re back to where you were before, except worse in that you haven’t really got any initial requirements to work off.” (Participant S082711)

This set of excerpts is presented in order to demonstrate the many factors on which agile development methodologies are dependent in order to be successful. Together with the above evidence, these quotes are used to justify how the researcher determined the first hypothesis within the model above.

The second hypothesis generated from the findings is as follows,

People in software engineering have typically stuck to what they have known, leading to an insular view towards interdisciplinary work. The extent to which software engineering will accept interdisciplinary work is dependent on peoples’ willingness to adopt new practices.

The first part of this hypothesis states that software engineers have typically stuck to what they have known, leading to an inward-facing attitude. It has been established throughout this thesis several times that literature supports this position, as did the experts interviewed in this case study. In particular, the themes of being ‘silo-based’ and the fact that people generally dislike change were expressed by the participants,

“I think sometimes you may well find that other disciplines, because we exist in our solid, cement wall silos are actually doing a lot of the same sort of thing, we’re just calling it something different.” (Participant S081912)

“Getting things embedding into new environments is difficult. In fact, on first approximations, it is impossible.” (Participant S082711)

While there were several examples provided by participants where software engineering could hypothetically benefit from taking an interdisciplinary approach, there was clear acknowledgement that this is currently not the case (these examples are discussed in subsection 5.2.5 below). It was acknowledged that in order for interdisciplinary approaches to be adopted within a software engineering context, it would require both management support and a culture of open-mindedness,

“If people don’t want to have something imposed on them, the only way you’re going to be able to do that is to get somebody at the top of the organisation to go with it, whatever the top of the organisation is” (Participant S082711)
“It will only work if people are open-minded in an environment, and are prepared to make it work.” (Participant S082711)

Together, these examples set the context for the attitude that the discipline of software engineering has had to date, and thus form the basis for the second hypothesis within the software engineering case.

Finally, within each interview participants were asked to rate the amount of user interaction that they felt occurred during the each stage of the agile lifecycle (the raw forms of these diagrams can be found in Appendix K). These were rated using the general systems model produced in Chapter 3.

The researcher has aggregated the inputs from each participant into a synthesised model, in order to highlight the amount of user interaction believed to occur at each lifecycle. In this newly created model, the darker the green for a particular lifecycle phase, the more user interaction that is believed to occur there. The results of this activity can be seen below in Figure 5.2.

![Figure 5.2: Aggregate user interaction within software engineering](image)

From the data collected, it is clear that the participants of the study believed that the most user interaction occurred at the ‘Requirements’ and ‘Evaluation’ phases. This will be contrasted to the results from the mental health case, presented below.

The hypothesised model presented in this subsection represents the output from analysing the data from the agile case within this project’s case study. The issues identified with traditional methodologies, and the focus on user satisfaction, is consistent with the justification for the inception of agile software development (Fowler & Highsmith 2001). Similarly, the inward facing nature of software engineers corresponds to findings through the literature (Glass et al. 2002; Segal et al. 2005). However, in order to provide the reader with a fair basis from which to judge this study, deviant
and outlying evidence that do not fit within the central interpretation are presented below.

5.2.1.1 Deviant and Outlying cases

Evidence which does not fit within the central interpretation of the software engineering case is presented below. The core deviation derived from the theme of dealing with complexity. While two of the participants felt that there was merit in using agile techniques for dealing with the development of complex systems, one participant did not feel the same way. When asked “Do you think that agile is an effective way for dealing with complexity?” the participant responded,

“No I don’t, not in its rawest form... I know from documents that I’ve read, people have said that they completed their project, very rarely from what I’ve seen will people produce a summary of what the system is actually about and the totality if you like of the problem that we’re solving. It’s always presented in little bits without giving a big picture, and that’s often what’s missing.” (Participant S082210)

While the researcher acknowledges the validity of the above point, because this theme was only one constituent part of a broader theme (Conditionally Approved Practices), it was felt that this single outlying attitude did not undermine the broader theme as a whole.

5.2.2 Major themes through CBPR case

The major themes uncovered during the CBPR case are brought together into the theoretical model found in Figure 5.3. These themes were derived during the selective coding process described above. In this process, themes were drawn from axial codes and the relationships between these codes were specified.

As in the software engineering case, there are two key phenomena identified in Figure 5.3, both indicated by a thicker outline than the other themes in the model. From this model, two broad hypotheses have been generated, as follows,

1. A need to understand community needs led to the establishment of CBPR practices. These practices emphasise engagement and feedback with users in order to fulfil community needs, however this process can be affected by the level of understanding the research team has, the ability to engage with and manage users, and time constraints that are imposed on the project.

2. People in mental health research have typically stayed within a silo-based environment, leading to an insular view towards interdisciplinary work. The extent to which mental health researchers will be open to the idea of interdisciplinary work is dependent on peoples’ willingness to adopt new practices.
Note that, as in the software engineering model, there are themes in the model connected by dashed arrows that are not present in either hypothesis. This is because they do not reflect the current state of mental health, but rather were themes that arose through the interview regarding possible avenues of thought and research for the future. These themes are further discussed in the Identified areas for further research subsection below.

In order to justify the above hypotheses, evidence will be provided regarding the relationship between each connected pair of themes. This will involve breaking down each hypothesis into its constituent parts, and providing evidence for each relationship in the model. We will begin with the first hypothesis.

_A need to understand community needs led to the establishment of CBPR practices. These practices emphasise engagement and feedback with users in order to fulfil community needs, however this process can be affected by the level of understanding the research team has, the ability to engage with and manage users, and time constraints that are imposed on the project._

The first sentence justifies the establishment of CBPR based on the need for those working in mental health to understand community needs. This theme emerged through the participants’ responses, particularly in relation to the need for understanding their users’ requirements and the nature of working with communities. These responses were gathered when discussing the foundations of CBPR,
“In terms of community development... I imagine from research that tries to work with communities to understand what their needs are, and understand what’s going to work for them in their context” (Participant M091514)

“It’s not just about organisations coming in and saying ‘come and complete this survey’. Particularly with certain communities, it’s not going to work... particularly if you are building something that needs to be contextually relevant.” (Participant M091514)

These examples set the context for the establishment and use of CBPR in mental health. This leads into the next part of the hypothesis that reads ‘These practices emphasise engagement and feedback with users in order to fulfil community needs’. This part of the hypothesis was created when clear themes regarding user engagement and a strong customer focus emerged from the data. A selection of examples includes the following,

“At every sort of point there’s been end users coming in, rather than just being at the end and helping us test it.” (Participant M082615)

“[T]here is a strong consumer focus in a lot of the work that we do here.” (Participant M082615)

“[In CBPR] Ensuring clear feedback processes iteratively throughout the process.” (Participant M091013)

Through this strong user focus, several benefits to end users were identified, broadly put under the theme of ‘fulfilled community needs’. Aspects of these fulfilled needs related to themes such as giving users a sense of ownership over the service, dealing with some of the inherent complexity that comes with these sorts of problems and generating creativity within the community regarding the types of services they would want. Examples of these themes include the following,

“I’ve found it to be incredibly worthwhile for being able to generate a lot of creativity around ideas. For the first reason, it makes complete logical sense to me as to why you want to engage the people who are going to be using something from a ground level.” (Participant M082615)

“I think in terms of understanding the complexity of the needs of the end users and developing something that more accurately meets those needs, then absolutely.” (Participant M091514)

“It gives them [the community] a sense of ownership over it, and you feel confident in yourself that what you’re building and what you’re delivering to somebody is going to be somewhere around what they want and what their needs are.” (Participant M082615)
However, just as with the software engineering case, there are several factors which can influence the success of CBPR projects. This is highlighted in the final part of the hypothesis ‘however this process can be affected by the level of understanding the research team has, the ability to engage with and manage users, and time constraints that are imposed on the project’. There were several factors which participants indicated can affect the success of CBPR activities. Notable themes that arose include conflicting requirements, engagement and communication with stakeholders, the project team’s understanding of CBPR, management support and the issue of time management. Examples of these constraints are given below,

“And sometimes it can fall down too when you have a group of heterogeneous users, where they don’t actually all want the same thing. You might have people involved in the process that are very diverse in what they want. How then, do you synthesise those views with all the other players as well? So that’s where I think the challenges can happen.” (Participant M082615)

“I think the biggest trouble is when people don’t understand why they’re doing it [CBPR]. So they kind of hear about it, or someone tells them that they have to use it, but it doesn’t come about because of a fundamental principle that they want to engage people in that process or they believe that it’s going to be a better project and a more meaningful outcome” (Participant M091013)

“And speaking a common language is really difficult too. Like you will be talking in some terms and someone will come to you providing their ideas in a different language, and how do you make sure you’re speaking about the same things and you understand each other properly.” (Participant M082615)

“What I think it comes down to is culture and it needs to be driven from the top down in a way. If you’ve got the organisations that recognise the value of community participation, it’s going to set everything up to follow.” (Participant M091514)

“It actually more of a time issue than a budget issue for us. Because we found that participatory design activities, such as this, just take such a long time.” (Participant M082615)

This set of excerpts is presented in order to demonstrate the many factors on which CBPR practices are dependent in order to be successful. Together with the above evidence, these quotes are used to justify how the researcher determined the first hypothesis within the model above.

The second hypothesis generated from the findings is as follows,
People in mental health research have typically stayed within a silo-based environment, leading to an insular view towards interdisciplinary work. The extent to which mental health researchers will be open to the idea of interdisciplinary work is dependent on peoples' willingness to adopt new practices.

The first part of this hypothesis states that mental health researchers typically stay in self-contained research silos, leading to an inward-facing attitude. This view was presented by two of the three participants, when they self-identified as existing within what they described as a silo,

“I’m sure there others, I don’t know because I work in Mental Health so I’m not as familiar with external practices... I think it’s interesting how silo based a lot of practices are, even at universities” (Participant M091514)

“I think that’s a problem, because you get so bogged down in your own field, that I’m sure a multidisciplinary perspective could be useful, however a lot of people don’t have it. It’s just like ‘this is my slice, and this is what I do’.” (Participant M082615)

While there were several examples provided by participants where mental health could hypothetically benefit from taking an interdisciplinary approach, there was acknowledgement that this is currently not the case (these examples are discussed in subsection 5.2.5 below). It was acknowledged that in order for interdisciplinary approaches to be adopted within a mental health context, it would require a culture of open-mindedness. One participant shared their experience with trying to undertake a multidisciplinary project within a university context,

“My PhD is multidisciplinary, and it seems to be a major issue. It’s not a major issue for me, but it seems to be a major issue for academics, and it makes me question, is this a reflection of the wider world?” (Participant M091514)

Together, these examples set the context for the attitude that the discipline of mental health has had to date, and thus form the basis for the second hypothesis within the CBPR case.

Finally, within each interview participants were asked to rate the amount of user interaction that they felt occurred during the each stage of the CBPR lifecycle (the raw forms of these diagrams can be found in Appendix K). These were rated using the general systems model produced in Chapter 3.

The researcher has aggregated the inputs from each participant into a synthesised model, in order to highlight the amount of user interaction believed to occur at each lifecycle. In this newly created model, just as in the software engineering case the darker the green for a particular lifecycle phase, the more user interaction that is believed to occur there. The results of this activity can be seen below in Figure 5.4.

From the data collected, it is clear that the participants of the study believed that the most user interaction occurred at the ‘Planning’, ‘Design’ and ‘Testing’ phases.
This will be contrasted to the results from the software engineering case, presented below.

In order to provide the reader with a fair basis from which to judge this study, deviant and outlying evidence that do not fit within the central interpretation are presented below.

5.2.2.1 Deviant and Outlying cases

Evidence which does not fit within the central interpretation of the CBPR case is presented below. While all participants acknowledged that the discipline of mental health may be able to benefit from adopting interdisciplinary practices, one participant did acknowledge that their workplace was currently collaborating with non-mental health organisations in order to share their techniques regarding CBPR,

“Yeah, so we’re already getting contacted by groups as broad as [removed health organisation]. Lots of other health groups are contacting us to find out how we’re doing what we do.” (Participant M091013)

This is in contrast to the other two respondents in this regard. Rather than considering this in opposition to the findings, this potentially presents a learning opportunity for software engineering, to observe how other disciplines are sharing information. Areas for further identified research are discussed below.

5.2.3 Cross-case comparison

In this subsection, relevant components from the agile software development and CBPR cases are compared, followed by discussion. In order to perform a cross-case
comparison, parts of Burn’s *Cross-Case synthesis and Analysis* (2010) has been followed. The researcher notes that this is not a true cross-case synthesis since both cases have been analysed individually prior to the comparison, however the use of a comparative matrix is used nonetheless for the purposes of generating discussion. The results of this comparison can be seen in Table 5.6. The themes used in this comparative matrix are those that have been presented in the analysis above.

<table>
<thead>
<tr>
<th>Identified causal conditions</th>
<th>Agile</th>
<th>CBPR</th>
</tr>
</thead>
<tbody>
<tr>
<td>Intended outcome</td>
<td>Issues with traditional approaches</td>
<td>Understanding the needs of communities</td>
</tr>
<tr>
<td></td>
<td>Improved Practices</td>
<td>Fulfilled needs of community</td>
</tr>
<tr>
<td>Main issues experienced</td>
<td>Lack of understanding; Lack of documentation; Attitude of development team; Extent of user engagement; Culture and management support</td>
<td>Time constraints; Access to stakeholders; Balancing requirements with feasibility; Conflicting requirements; Lack of understanding; Communication and common language</td>
</tr>
<tr>
<td>Phases of most engagement</td>
<td>Requirements, Evaluation</td>
<td>Planning, Design, Testing</td>
</tr>
</tbody>
</table>

Firstly, despite the similarities in implementation, these practices appeared to be caused from two very different phenomena (in the opinions of the participants). The software engineering participants explained that agile was born out of issues that were being experienced with traditional approaches to software development (such as a tendency to produce too much documentation and not being able to handle volatile requirements). In contrast, participants from mental health appeared to believe that CBPR was created based on the requirement to fully understand community needs. It is interesting to note the difference in perceptions the two sets of participants had. While both saw that these practices were created out of necessity, one set views it from the perspective of mending something that is broken, while the other sees it as a way to better position themselves for service delivery. After conducting these interviews and analysing the data, it is not clear whether or not these differences stem from the creation of these practices themselves, or perhaps a difference in culture between the two disciplines. Without performing further investigation into this topic, it would be inappropriate to make a judgement call one way or the other.

Secondly, the intended outcomes for each practice seemed to relate to the identified causal condition in both cases. The software engineering participants noted that improved practices (including the possibility for improved quality and being able to compartmentalise the complexity of software engineering) were the intended outcome for using agile over traditional methods. The participants were very clear that these improvements were conditional on the execution of the practices and the culture surrounding the project. This is contrasted to the mental health participants who believed that CBPR was able to fulfil the needs of the community, by handling the complexities that came with their requirements, giving the community a sense of
ownership over the product and aligning their output to what the community actually needed. It is hardly surprising that participants presented the intended outcomes of their relevant practice in relation to the need that caused that practice in the first place.

Thirdly, the main issues experienced had some common crossover, however there seemed to be a difference in overall theme for these issues. The software engineering participants noted that the attitude of the development team, a lack of understanding surrounding agile, organisational culture, management support, a tendency to produce too little documentation and the extent to which users would engage were all major pain points when undertaking agile practices. Many of these themes (such as attitude of development team, culture, management support and lack of understanding around agile) seemed to stem from an organisational culture origin. This is in contrast to the issues felt by the mental health researchers when undertaking CBPR, who noted that their major pain points generally stemmed from time constraints, lack of access to stakeholders, balancing requirements, communication with stakeholders and a lack of understanding surrounding CBPR. The first two issues of time constraints and access to stakeholders stem from a more resource-focussed origin in comparison to the issues felt by the software engineering participants. It is interesting to note that the software engineering participants did not raise time constraints as an issue, but rather as a necessity for operating with in a fixed iterative structure. This may have been due to the fact that while agile specifies fixed iterations (such as SCRUM), which sets a known time boundary for each stage of the project in advance, CBPR does not appear to have an equivalent time-specified framework. However this is speculation from the researcher, and further work should be performed to investigate this phenomenon further. There were also issues that were predominant in both disciplines, most notably a lack of understanding by those undertaking agile and CBPR. This was one theme that consistently appeared across both disciplines, with participants noting this was a significant issue in their field. One software engineering participant eluded to the fact that there was a lack of emphasis towards training in the industry,

“I think we haven’t learnt yet is the fact that you really do need well trained people to think about and develop some of these systems. And it may not be just on the development, I think it is more on the thinking side of things, it’s where our software engineering should be concentrating I think.” (Participant S082210)

The issue regarding a lack of understanding around the investigated practices may be alleviated if more emphasis is put on software engineers to be sufficiently trained, however further investigation as to the reason behind this lack of understanding may also be beneficial to the two disciplines.

Finally, the phases of the lifecycle that engaged users the most differed between the two disciplines. Software engineering participants believed that there was an emphasis on user engagement at the Requirements and Evaluation stages within agile,

“They’d definitely be involved in the requirements and planning phases.”
(Participant S081912)
“At the beginning of each iteration the customer should agree on what the requirements will be for that iteration based on the remaining issues”

( Participant S082210)

This is in contrast to the mental health participants who believed that the most user engagement happened during the Planning, Design and Testing phases of the lifecycle (the evidence for which can be seen in Appendix K). While it is interesting to note that the stages of most engagement are mutually exclusive between the two disciplines, there does not appear to be any clear relationship between the stages of user engagement and the issues felt by each discipline.

While some interesting comparisons can be made when comparing the results of the two cases, there are certainly aspects that appear to be related to the culture of the disciplines themselves rather than to the specific practices within agile or CBPR. However some areas for possible translation can be identified from these findings, for example the way in which agile treats the constraint of time compared to the issues that faced mental health researchers regarding time. Another opportunity for learning could come from the issue regarding a lack of documentation in agile teams (which was not identified as an issue for CBPR teams). One mental health participant noted that when undertaking CBPR, the documentation they produce is not only for the benefit of the team, but also for dispersal throughout the mental health community,

“Documentation. That’s the other thing too. We are about knowledge translation and sharing. So the only reason that we know how we can do community-based participatory research in a good way is because we’ve read other peoples’ published work on how they’ve done it... everything is a research opportunity. Everything is a piece of research that we do. So we can put it out there, and share it, and disseminate it.” (Participant M082615)

This attitude to documentation may well prove beneficial to those undertaking agile software development, whereas at the moment this still appears to be an issue.

Following this cross-case comparison, an analysis of the effectiveness and limitations of the systems model is presented below. This analysis is based on the responses given by participants, largely through annotations on the model provided to them.

5.2.4 Analysis of Systems Model

Each participant was provided with the general systems model that was derived in Chapter 3. Along with using this model to generate the findings above, participants were also queried on the applicability of the general model to their experiences in the field. Participants were asked the following question (or a close adaptation) “Have a look at the simple [agile/CBPR] diagram. From your experience, is there anything you would add or change (can be in your own notation)?” The responses to this question were largely that it was representative of the participants’ given practice, however there were two recommended alterations that repeatedly emerged.
Firstly, the theme of ‘loops within loops’ and back links within implementation were common across participants from both disciplines. From the annotated models in Appendix K, it can be seen that two participants from software engineering and two participants from mental health draw arrows to create smaller loops within the diagram. This theme is further supported by some of the comments received from participants,

“I think there are lots of relationships between parts, and therefore I would say loops within loops. It isn’t a linear process, or circular, it’s chaos in here.” (Participant S081912)

“If this is your overarching loop [the systems model], then you might see things kind of like that again [draws arrow from Design to Requirements] and like [draws arrow from Requirements to Planning]. Sort of mini or micro loops happening within a larger loop.” (Participant M082615)

“There are microcosms of that diagram within each of the processes.” (Participant M091013)

While the annotations are not the same in every case, one thing was made clear from the responses- in order to accurately represent the way these practices are undertaken in industry, inter-process connections were necessary. The term ‘chaos’ was used, and the sentiment expressed by participants is represented quite succinctly by one software engineering participant,

“There’s a nice term, that Agile needs to be ‘chaordic’, in that there has sufficient order not to be chaotic, but sufficient chaos to allow innovation and change to take place.” (Participant S081912)

Therefore, for the next iteration of development for the systems model, it is recommended that inter-process links are used across the model (and potentially sending loops from each node to itself, to represent the microloops recognised at each stage).

The second theme that arose, particularly for the mental health participants (although not exclusively), was the idea that time and organisational support were seen as additional constraints to the system as a whole, and that budget was potentially a lesser constraint than originally thought. Two of the three mental health participants noted ‘Time’ next to the ‘Remaining Budget’ node, and the other noted ‘Staff/organisation support’ as a constraint to the system. This is further reinforced by the following excerpts, where one example of time being a restriction is actually from one of the software engineering participants,

“It actually more of a time issue than a budget issue for us. Because we found that participatory design activities, such as this, just take such a long time.” (Participant M082615)

“Budget is one thing, but time is so often, maybe not ‘more’ important, but definitely the big factor drives things.” (Participant M091013)
“In traditional, you can justify slipping one month (you’ll just make it up in the next). [Compared to agile] You haven’t got that tight look on what’s going on, you’re not planning every month.” (Participant S081912)

“I think a lot of it has to do with the culture of the organisation. If you don’t have a commitment throughout the organisation, such as given sufficient budget to support certain activities, understanding the cycle of what it is, understanding what the challenges are, and putting in practical supports to minimise any challenges.” (Participant M091514)

Based on these responses, it is reasonable to consider adding the constraints of ‘Time Restrictions’ and ‘Organisational Support’ to the systems diagram, particularly given that these constraints are not contained to either discipline. We note that upon reflection, the original decision to omit ‘Time Restrictions’ (as stated in Chapter 3) is no longer seen as the best decision, and would be recommended to be added into the next iteration of the model.

It is also noted that while all effort was taken to explain any confusions or questions that participants had about the model, it is still possible that opportunities for misunderstandings existed. These opportunities existed because of any pre-conceived definition that participants may have had with respect to the names of phases chosen by the researcher (such as ‘Requirements’, ‘Design’ etc.) that conflicted with the intended meaning of the phase. While this represents a limitation of the methodology used, this issue was not raised by any participant during the interviews.

While improvements to the model have been identified throughout this analysis, the strength of the model is also highlighted. Ultimately, the model was effective for evaluating the amount of user engagement seen in practice by the two disciplines, and also proved effective as a tool for participants when explaining where major issues occurred when undertaking agile/CBPR (as evidenced by the examples given in the previous 3 subsections). For the purposes intended, the model was an effective tool for gathering information and comparing the two similar practices. Where improvements have been recognised, these are addressed in the following Chapter as future work.

5.2.4.1 Deviant and Outlying cases

There were no cases that directly conflicted with the interpretation presented in this subsection, however there was that was an outlier regarding the attitude towards budget within the mental health participants. While two participants rated time as equally, or more, important constraint than budget, one mental health participant identified budget as a highly restrictive constraint when undertaking CBPR. This participant explained that in their experience, budget was the key determinant for how many iterations were able to be performed, and thus was a very appropriate constraint to have on the system,

“Perhaps it’s the case that it may be quite a while before it goes around in another iteration. So you may get funding to do this work, and you
go through the stages and evaluate it, and then there’s actually no more money after that... It’s actually new budget that comes in at that stage, but that might just be my experience.” (Participant M091514)

This does not conflict with the results found above, but merely re-iterates the need to keep ‘Remaining Budget’ on the systems model (and indeed, validates its presence for mental health research).

5.2.5 Identified areas for further research

Several areas for further interdisciplinary research were identified by participants from both software engineering and mental health. As this research project is concerned with interdisciplinary approaches to (and from) software engineering, these sets of responses were considered particularly important. For this reason this subsection summarises these responses, identifying practices which may be able to be adopted from the given discipline to an external discipline (under the code ‘Push Out’) or external practices that may be able to be adopted within the given discipline (under the code ‘Pull in’). Responses from mental health participants are also included for two main purposes. Firstly, the premise for this project (as established in Chapter 1) was that by undertaking interdisciplinary work, learning opportunities should be available for any discipline with which we collaborate. These responses constitute a learning opportunity for mental health researchers. Secondly, by investigating areas that mental health experts believe they may be able to collaborate with, potential areas that software engineering may be able to collaborate with might also emerge. Therefore this subsection covers responses from both sets of participants.

All software engineering respondents felt that there were practices within software engineering that external disciplines could potentially benefit from. The question that relates to this topic asked “In your opinion, do you think other disciplines could benefit from using generalised, adapted practices and techniques from the Software Engineering domain?” All participants answered yes to this question,

“As a broad generalisation, yes. It depends on what they’re doing and where they’re doing it. If what they’re doing is a project, and almost anything and everything we do can be seen as a project.” (Participant S081912)

“I do. Especially, from what I’m finding at the moment, is the conceptualisation of problems.” (Participant S082210)

“Yes, I think they could. They obviously have to be projects.” (Participant S082711)

A clear theme regarding project work was evident in the participants’ answers. This immediately gives context to the type of areas that software engineering should be looking to collaborate with. Communication was another theme that was evident through the participants’ answers, with two candidates identifying communication techniques as an area that software engineering may be able to contribute to external disciplines,
“If you capture a lot of this stuff just by using these techniques [referring to Modelling] you can easily translate what you’ve collected and transcribed into a full requirements model... it’s all about simplification of concepts, and getting customers interested, and that applies not just to software, but I’ve found that the software industry is ahead of the game in being able to provide those conceptual models” (Participant S082210)

“[T]here may be some of the concepts of communication and collaboration, because that’s core to almost anything we do” (Participant S081912)

As participant S082210’s answer highlights, modelling was a topic that emerged throughout the interview with respect to communication tools within software engineering. Further comments from within this interview identified that these tools were particularly effective in the participants’ experience for talking to customers and helping them understand and conceptualise their problems in real world software projects. Along with communication, identification and engagement with stakeholders were also areas identified as appropriate for pushing out to other industries. The participant notes that explicit way in which software engineers identify and manage stakeholders, particularly external stakeholders. This is identified as something that is currently deficient with the way education programs are created, and an area that software engineering may be able to provide benefit,

“So for people in a history degree, where are you going to see your graduates going, what do they need? That to me has got to come from somewhere external. You do have external constraints that come from the broad stakeholder of society.” (Participant S081912)

Another area that emerged as interdisciplinary applicability was agile software development (the researcher notes the potential bias that the software engineering participants may have had to agile after previously discussing it in the same interview, see section 5.4 below). Areas that agile were deemed to have potential in helping were projects with several stakeholders and potentially volatile requirements, including electronics and large scale infrastructure,

“Areas like electronics, or large scale infrastructure, where people get stuck with their first idea, and by the time it’s been implemented the technology’s moved on and it’s no longer optimal. You’d have to assume that in that situation it [agile] would be good.” (Participant S082711)

Discussions regarding the interdisciplinary applicability of agile were had with two participants, and it was noted that careful consideration would need to be made for any project that wished to introduce agile, including the cultural and management support for introducing such practices. Along with providing possible areas for pushing out software engineering practices, the participants also considered practices from external disciplines that may be adopted within software engineering itself.
All software engineering respondents felt that software engineering could benefit from adopting generalised, adapted practices that originate within other disciplines. The question asked regarding adoptions of external practices was “In your opinion, do you think that Software Engineering could benefit from using generalised, adapted practices and techniques from other disciplines?” One respondent noted the opportunity for two-way share knowledge across interdisciplinary boundaries,

“I think there could be learning, because they’ve worked out that in certain instances, this doesn’t work because this happens. I’m positive that we could learn as much from them as they could learn from us.” (Participant S081912)

Automated and model driven paradigms were common responses to this question. Two of the three software engineering respondents noted that learning form disciplines that implement standardisation and automation across could teach something to software engineering. Key quotes from these responses are provided below,

“I suppose the push towards automation that I’ve seen it in other manufacturing industries, when you look at the history of the production of cars for example... you look at that and think of how things have become totally automated, such as car production, and you look at the quality of the vehicles now. I mean you can basically choose any car and be happy with its quality these days” (Participant S082210)

“I still think that architects in the building environment, and all the things that flow on from that, I think we still have a lot to learn from that area. That’s an area that’s been model driven, lots of existing standards. They’ve been lucky that they have a standardised brick for a few hundred years, so you don’t have to go off and build new moulds for that.” (Participant S082711)

Along with automation and standardisation, another area that was identified for potential learning was that of scientific approaches to developing and evaluating problems. The software engineering participant identified the willingness for software engineers to get to the market as soon as possible without fully understanding the problem or solution space. The participant recommended that by adopting a more rigorous, scientific approach to software engineering we may improve our understanding on the impact that the software is having,

“[W]e do tend to perhaps advance too quickly in guessing ideas out there and don’t realise the impact of the ideas until something bad happens...So if it was anything, it would probably be putting more scientific approaches into actually how we develop the problems that we want to solve. That would be something that I think we should be taking on more strongly.” (Participant S082210)
§5.2 Analysis of Data

These responses demonstrate that the software engineering experts interviewed during this case study support the notion of bringing in practices and lessons from other disciplines, in order to improve practices within software engineering. Furthermore, there were no outlying or deviant cases to the examples above for these questions, further strengthening support for interdisciplinary research to be performed within software engineering. See Implications for Interdisciplinary work within Software Engineering below for further discussion regarding these findings. A summary of these findings can be seen in Table 5.7.

Table 5.7: Identified areas for interdisciplinary collaboration within software engineering

<table>
<thead>
<tr>
<th>Push Out</th>
<th>Pull In</th>
</tr>
</thead>
<tbody>
<tr>
<td>Communication and modelling</td>
<td>Automation and standardisation</td>
</tr>
<tr>
<td>Stakeholder management</td>
<td>Scientific approaches</td>
</tr>
<tr>
<td>Agile techniques</td>
<td></td>
</tr>
</tbody>
</table>

Like their software engineering counterparts, all mental health respondents felt that there were practices within mental health and mental health research that external disciplines could potentially benefit from. The question that relates to this topic asked “In your opinion, do you think other disciplines could benefit from using generalised, adapted practices and techniques from the Mental Health domain?” All participants answered yes to this question,

“Yeah, so we’re already getting contacted... Lots of other health groups are contacting us to find out how we’re doing what we do.” (Participant M091013)

“I do think CBPR, absolutely.” (Participant M091514)

“If there was one thing that I would say that we do, that other disciplines should do, is make sure that what you’re doing has a strong research backing. So making sure that it is based on evidence-based principles” (Participant M082615)

Each participant expanded on their responses, identifying areas that they believed could benefit by adopting practices that are currently being performed within the discipline of mental health. A common theme that came from the participants was that of health groups. Two participants identified that other health disciplines may benefit from considering the use of CBPR practices within their domains. Along with the response from Participant M091013 above, Participant M091514 further expanded upon this point,

“I think more broadly in health, it’s going to be relevant for any intervention. Any new product, or any new program, it’s just a bit of common sense around how you develop something,... in terms of implementing stuff, in community or organisational settings, and in a wide range of settings, I would think it’s really relevant.” (Participant M091514)
Health was not the only area mentioned by participants. Another industry that has shown interest in CBPR is that of marketing, with participant M091013 noting that market researchers had actually been in contact with the organisation affiliated with this participant in order to learn more about genuine user engagement,

“T’m always impressed when it seems like we’re ahead of them [market researchers] for once... I think there’s a lot more acknowledgement about the importance of genuine engagement. Market researchers have always been very good at going out and hearing from enough people in order to provide the minimum thing that they need in order to make some more money. But, I guess as you get into more and more complex problems, government and corporates have seen that the simple solutions don’t fix the problem.” (Participant M091013)

The above comment was made in relation to the interest market researchers had shown in CBPR. Along with industries that were identified as possible beneficiaries of collaboration with the discipline of mental health, certain practices were also identified as appropriate candidates for generalisation and translation into other disciplines. Firstly, scientific and evidence based approaches to tackling problems and evaluating solutions were identified by one participant as being particularly effective within the domain of mental health. The participant believed that other disciplines could benefit by following a similar mindset to the establishment of practices and evaluation,

“And if there was one thing that I would say that we do, that other disciplines should do, is make sure that what you’re doing has a strong research backing. So making sure that it is based on evidence-based principles. That you also have a proper, rigorous scientific way of evaluating it... I think this is particularly important for technology because there is so much junk out there, where you really want to identify what’s good and what’s high-quality. That would be the main thing.” (Participant M082615)

The participant makes note that the field of technology in particular could benefit from adopting a scientific approach. This is contrasted to Participant S082210’s response above to the fact that software engineering may be able to benefit from using a more rigorous and scientific based approach to development. This observation is further discussed in the following section.

The final practice presented is the use of peer support programs that are prevalent throughout mental health. One participant in particular noted the strength of these programs in the discipline of mental health, and believed that other disciplines could benefit from adopting such approaches,

“I think Mental Health is really great at peer support, and I don’t think that necessarily happens in other domains or other fields.... I think it’s a really strong and a really great thing. Particularly when you look at addiction in particular. I think that’s a really great thing that you could imagine being used in other fields.” (Participant M091514)
While the participant spoke about the strengths of peer support, no specific recipient discipline was specified in the response. Along with providing possible areas for pushing out mental health practices, the participants also considered practices from external disciplines that may be adopted within mental health itself.

All mental health respondents felt that their discipline could benefit from adopting generalised, adapted practices that originate within other disciplines, however the most common responses revolved around a lack of awareness of what other practices were actually doing. The question asked regarding adoptions of external practices was “In your opinion, do you think that Mental Health Research could benefit from using generalised, adapted practices and techniques from other disciplines?” One respondent explains that they see interdisciplinary perspectives as effective, while the sentiment provided by another captures the attitude of all three respondents,

“Well, yes I would say. I think it’s always going to benefit to look at what other disciplines and areas are doing, absolutely.” (Participant M091514)

“I assume there’s probably a bunch of stuff that could be learnt from other disciplines that I’m just not across. I’m just really at the limits of my knowledge.” (Participant M082615)

Despite a general lack of awareness identified by each participant, one respondent did feel that interdisciplinary work had made an impact on their work. This participant had used technology in the mental health space, and felt that this had positively influenced the way they approached health promotion,

“Personally in my own practice, looking at technology, I think technology has been a big influence in techniques that they use that can be incorporated in health promotion.” (Participant M091514)

The participant spoke positively about technology’s influence in their work, and like all mental health participants, demonstrated an open-minded attitude to research and possible adoption of interdisciplinary practices within their domain. These responses demonstrate that just like the software engineering experts, the mental health experts interviewed during this case study support the notion of bringing in practices and lessons from other disciplines. Furthermore, there were no outlying or deviant cases to the examples above for these questions, further strengthening support for interdisciplinary research to be performed within software engineering. A summary of these findings can be seen in Table 5.8.

This subsection concludes with a discussion based on the observations of the researcher. Each participant interviewed from both software engineering and mental health appeared to be open minded to the idea of interdisciplinary collaboration, particularly for pushing out practices from within their own domain. This attitude to interdisciplinary research was somewhat surprising, considering both sets of participants identified the silo-based nature of their discipline. Furthermore, software engineering has repeatedly been found to be insular across various research projects (Glass
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Table 5.8: Identified areas for interdisciplinary collaboration within mental health

<table>
<thead>
<tr>
<th>Push Out</th>
<th>Pull In</th>
</tr>
</thead>
<tbody>
<tr>
<td>Health Services Technology</td>
<td>Genuine Engagement</td>
</tr>
<tr>
<td>Scientific Approaches</td>
<td>Peer Support</td>
</tr>
</tbody>
</table>

et al. 2002; Segal et al. 2005), so the fact that all participants supported the notion of both pulling in and pushing out practices was an unexpected outcome.

Secondly, the researcher notes the observation that while all participants supported interdisciplinary collaboration, it seemed considerably easier for participants to think of practices to push out from their disciplines when compared to bringing in new practices to their disciplines. This observation was made on the length of responses for each question, the time it took each participant to answer each question, and the general body language displayed by the candidates while answering these questions. This may seem intuitively obvious, that participants are more comfortable discussing practices in which they are familiar, however this observation is still given without judgement from the researcher.

The findings presented in this section lead into the following section’s discussion regarding the implications for interdisciplinary work within the discipline of software engineering.

5.3 Implications for Interdisciplinary work within Software Engineering

There are several implications for further interdisciplinary work that were identified based on the findings presented above. First and foremost, probably the most unexpected result of the study was the apparent openness to interdisciplinary practices displayed by all software engineering participants. This struck the researcher as an interesting phenomenon- if the literature is telling us that software engineering is inward facing (and indeed, the literature itself is insular in general), then how likely is it that three experts from within the discipline would all be so open to the prospect of interdisciplinary work? This leads one to wonder, is it possible that while interdisciplinary work is not being published within the literature, perhaps software engineers are more open minded than initially perceived? These questions are important for the future prospects of interdisciplinary collaboration within software engineering. This leads to the first implication for interdisciplinary work, investigating the attitudes to interdisciplinary collaboration within software engineering itself. Through this type of investigation, a baseline could be established from which future interdisciplinary work could move forward from. This investigation could also explore the historical tendency for software engineering to be inward-facing and silo based, and look for root causes for how the discipline came to be this way. This investigation forms the
first, and arguably most important, implication for the findings presented within this study. Along with this implication, there are also further implications regarding the findings for the agile and CBPR comparison.

It was demonstrated through the findings of this case study that both agile and CBPR practitioners can suffer from a lack of understanding regarding their respective practices. These were seen to be as a detriment to undertaking these sets of practices, and as such present an opportunity for further research into firstly investigating how this has been allowed to develop within both disciplines, and secondly ways in which these disciplines may be able to mitigate these issues. While a study of this nature does not necessarily have to be interdisciplinary (that is, each discipline could investigate separately), by utilising some of the techniques demonstrated in this research project, it may be possible to investigate this phenomenon within the context of both disciplines. This has the two-fold benefit of being able to combine resources in order to investigate this issue, but may also further each discipline’s exposure to and understanding of interdisciplinary practices. Along with practitioners suffering a lack of understanding, issues surrounding time constraints when undertaking agile and CBPR were also raised.

An interesting outcome of the case study was the prevalence of ‘time constraints’ amongst the list of major issues seen in CBPR, when it wasn’t raised as an issue by the software engineering participants (indeed, in some instances fixed iterations were spoken about as a necessity in certain agile practices). Further interdisciplinary research into this phenomenon could include the investigation of how agile practices deal with the time constraints put onto them, and seeing if these can be translated into a CBPR environment. To date, no work has been published in this area, and thus presents a new research opportunity based off these findings.

Areas for potential knowledge transfer were also identified throughout the case study. It was noted by one of the software engineering participants that they believed software engineering could benefit from adopting a more scientific approach to problem development and evaluation. This is in contrast to the belief of one of the mental health participants, who believed part of the strength from their discipline came from the scientific research backing for development and evaluation. This represents an opportunity for further research, regarding how software engineering could potentially learn from mental health research in this scientifically focused area.

Similarly, a participant from the discipline of mental health discussed the issues experienced regarding communication with their users, and the difficulties in trying to use a common language. Two participants noted the communication tools used within software engineering as a potential candidate for pushing out to other disciplines. In particular, the use of modelling was emphasised, where the strength in simplicity of these techniques were highlighted. This represents an opportunity for further research, regarding how software engineering may be able to provide benefit to mental health research through the translation of modelling techniques.

The findings in this interdisciplinary case study uncovered some unexpected and interesting themes. While the focus was on a collaborative approach to software engineering and mental health research, the methods used (such as the approach to sys-
tems modelling discussed in Chapter 3 and the multidisciplinary case study) are not restricted to these disciplines. Indeed, these findings have shown that both the software engineer participants and mental health participants were open minded when it came to interdisciplinary work, yet identified as generally operating in a silo-based nature. These findings may well translate into other disciplines as well, and if so, present an opportunity to discover the attitudes toward interdisciplinary work in other domains. Therefore the methods used may prove useful to disciplines outside of software engineering and mental health.

Along with this discussion regarding the implications for future interdisciplinary work stemming from the findings of this study, a discussion regarding how this research fits amongst current software engineering literature is provided below.

### 5.3.1 How this work fits into existing research

The work presented in this thesis sits loosely amongst the works of McGrath & Uden (2000) and Conradi et al. (2000) due to the interdisciplinary approach to software engineering practices. Aside from a few notable mentions in Chapter 2 of this thesis, there has been very little interdisciplinary work performed to date within software engineering. The following model presents an updated version of the snapshot of work in this area (with annotated version in Appendix B), with one key alteration. The work of this thesis has been placed amongst the existing research, to show the reader exactly how this project fits in with the wider context of software engineering research. The two-way flow of knowledge that has been explored through this project is noted by the double ended arrow in the model.

Where this work stands out amongst existing research is in exploring the feasibility of transferring knowledge in order to improve practices within software engineering. In this way, this research project stands in isolation, however it is the hope of this researcher that further interdisciplinary work within software engineering can be performed based on the foundation that has been presented in this thesis.

### 5.4 Strengths and Limitations of Research

The strengths and limitations of this project’s approach to research is presented in order to demonstrate transparency in the presentation of results. This section begins by identifying the strengths of the approaches adopted, along with their implementation within this project. Following the strengths, the limitations of the project are presented in order to paint a fair picture of the project for the reader. This section concludes with a discussion regarding the influence that the researcher may have had over the case study data.

The strengths of this project lie in the qualitative nature of the data gathering process. The interviews that were held throughout the case study were flexible, and allowing for unexpected themes to emerge and be discussed. As a result, the data collected throughout this project was rich with information, and reflected the themes that the participants felt were relevant for each discussed topic. The result of holding
these sorts of interviews meant that topics (such as the constraints that time impose onto CBPR projects) are able to be fully explored, when they weren't a part of the interview protocol to begin with.

Additional strengths for this project include the fact that multiple data sources were used in each case, allowing for data source triangulation. Furthermore, each interview was audio recorded, transcribed (or partially transcribed) and returned to each participant for verification. This process further strengthened the validity of the data, as the text that was coded and analysed was based off documents that were approved by each participant. However, while this project had notable strengths, there were also limitations to the case study, as discussed below.

The first notable limitation of the project was the constraint on the number of participants that could be interviewed due to the time limit of the project. Ideally, at least one more round of interviews would have been performed in order to further investigate some of the phenomena identified above, however in the time frame that the project was operating within meant that this was infeasible. The researcher acknowledges that 3 people for each case is a small number, and had time permitted, would have made this sample pool larger. This limitation also refers to the fact that participants were not able to review the data analysis prior to submission, which would have increased the validity of the findings.

The second notable limitation of the project is that the quality of the data analysis was dependent on the skill of the researcher. While all effort possible was taken to reduce the bias introduced by the researcher, the results were still dependent on the
analytical research ability of the researcher. This is not to say that the researcher is not competent, but rather that this is simply a limitation of undertaking this type of qualitative research project.

Another limitation comes from the selection of participants for the study. Participants were sought by using contacts from the advisors of this project. While each participant was an expert in their area and generally had a different background to other participants from the same discipline, possible bias may have been introduced due to the fact that participants were not randomly selected from all experts, but rather from a subset that were connected to people involved with the project. This may have made participants predisposed to try and give the answers they felt the researcher wanted to hear. In order to address this, the researcher made all efforts possible to make participants feel comfortable, and asked them to give their personal opinions, regardless of what it was, to all questions.

There was a small chance that bias may have been introduced into the study because the selection of participants were all experts (that is, they may not have fully reflected the responses of all people in the relevant disciplines). However this bias was balanced with the fact that due to the broad range of experts interviewed, it was felt that they would be more likely to understand the current phenomena occurring in their relevant fields. Nonetheless, there is a small chance this could have introduced elite bias (that is, the risk of giving greater weight to high status or more articulate participants (Kohn, 1997)) into the project.

Finally, the order in which questions were asked also may have skewed the data when it came to discussing interdisciplinary practices. When asked if there were any practices that participants felt could be generalised and transferred into other disciplines, many began their responses referring specifically to agile software development or CBPR (whichever was relevant for their field). While it is possible that they may have jumped to these topics of their own accord, there is a considerable likelihood that the fact these practices had just been discussed through the interview may have skewed their answers. In order to combat this, the researcher tried to encourage participants to think of other areas in which practices may be adopted from within their discipline.

Along with the strengths and weaknesses of this project presented here, the influence that the researcher may have had on the data is also considered, as discussed below.

5.4.1 Influence of the researcher on the data

Along with the strengths and weaknesses of the project presented above, consideration of how the researcher may have introduced bias into the data is also included for the sake of transparency and completion. There are three areas addressed in which the researcher may have had influence over the data.

Firstly, due to the fact that the researcher was present during the interviews, the presence of the researcher may have actually affected the responses given by participants (similar to the concern above regarding selection of candidates). As mentioned
above the researcher made all efforts possible to make participants feel comfortable, and asked them to give their personal opinions, regardless of whether or not it was what they thought the researcher wanted to hear.

The second identified area that bias may have been introduced is the researcher’s personal bias during data analysis (i.e. finding the phenomena that the researcher wanted to find in the first place). While all efforts were made to go into the data analysis phase with an open mind, by following the grounded theory approach to data analysis, the researcher tried to remove as much personal influence over the data during the analysis phase as possible. The researcher followed the rigorous framework given by Runeson & Host (2008), along with supplementary instruction from Robson (2002), in order to mitigate this influence.

Finally, as Robson (2002) notes, first impressions of the data can leave a lasting impression on the researcher. Again, the potential bias that may have formed during the interview phase was actively addressed by following the rigorous grounded theory approach to analysis described in this chapter.

5.4.2 Concluding remarks

While several strengths and weaknesses about this project have been addressed, the researcher leaves judgement regarding the validity of the study to the reader. As much effort as possible was taken when completing this research, however as with any human-based activity, can never be completely void of bias and personal influence. While some aspects of this study may have been able to be quantified, the researcher maintains the position that a qualitative approach to data gathering and analysis was the most appropriate choice for this type of feasibility establishing investigation.
The primary objective of this project was to address the historically inward-facing nature of software engineering and to identify the feasibility of sharing knowledge between software engineering and other disciplines. The discipline of mental health research was identified as a potential candidate from which to learn, in particular the practice of CBPR, which was recognised as being similar in nature to agile software development. A general systems model that represented both agile and CBPR was developed and used in an exploratory case study. The purpose of this case study was to identify differences in implementation across these practices, generate hypotheses regarding the implementation of these practices, and identify possible opportunities for knowledge sharing between the disciplines. This case study involved interviews with experts from software engineering and mental health research, and the data from these interviews were analysed using a grounded theory approach to qualitative analysis. Hypothetical models of agile and CBPR were created based on the analysis of the case study data. Notable findings from this analysis are presented below.

The primary contributions for this project are made through a comparative investigation of agile and CBPR practices; the generation of an informal systems model through an original modelling approach; the implementation of a case study across software engineering and mental health research; analysis of the collected case study data; and hypotheses generated from these case studies. This study represents the first of its kind with respect to the investigation of interdisciplinary practices towards software engineering development techniques. It sits amongst the works of Sim et al. (2001) and McGrath & Uden (2000) with regards to adopting an interdisciplinary perspective within software engineering, however distinguishes itself by focusing on the practices surrounding the development and maintenance of software rather than on research techniques within software engineering.

6.1 Project Findings

The major findings for this project have implications for future interdisciplinary work within software engineering. These findings highlight an open-mindedness to interdisciplinary work that is not currently reflected in within software engineering literature, and present opportunities for further research into this area. A summary of
notable findings are given below:

- All software engineering and mental health participants of the case study identified that they believed their discipline could benefit from adopting adapted practices from external disciplines, as well as provide benefit to other disciplines by sharing practices from within their own domain.

- The responses from participants indicated that the major issues for software engineers practicing agile techniques appear to stem from cultural issues, whereas the major issues for mental health participants appear to be more resource-oriented.

- A major issue felt by both sets of participants was a lack of understanding about the investigated practice (agile or CBPR) within their industry.

- Possible opportunities for software engineering and mental health to share knowledge were identified, particularly across the topics regarding approaches to development and evaluation, tools for communication with users and the way in which time constraints are handled.

- The software engineering participants felt that when undertaking agile, the most engagement for users occurred at the requirements and evaluation phases. This is in contrast to the mental health participants who believed that the most engagement for users when undertaking CBPR practices was at the planning, design and testing phases.

Along with the presentation of the case study findings, each research question for the case study is addressed, and results are presented where appropriate.

- What are the main challenges faced in practice when undertaking user-focused, iterative methodologies?

Common issues that occurred in both agile and CBPR included a lack of understanding by practitioners, as well as the need for cultural and management support. Major issues identified by software engineering participants regarding agile software development projects included the attitude of the development team, teams producing a lack of documentation and the extent to which users could be engaged during the development process. Major issues identified by mental health participants regarding CBPR included time constraints, access to stakeholders and managing conflicting requirements.

- Can an effective, general model that represents Agile and CBPR methodologies be created and used to communicate knowledge?

The model that was developed throughout this project was deemed to be effective for this purpose, however recommendations were made on areas for improvement for such a model.
6.2 Future Research Directions

- Are there relationships between user engagement at particular lifecycle stages and issues experienced when implementing user-based, iterative practices?

Results were not conclusive regarding the relationship between user engagements at certain stages and identified issues by participants, however there did not appear to be a link between the two areas.

- What is the general attitude towards interdisciplinary knowledge sharing in the software engineering and Mental Health Research domains?

The attitudes displayed by participants in both disciplines were that they seemed open minded to the prospect of interdisciplinary collaboration. However participants from both disciplines identified the silo-based nature of their disciplines, and that they felt that their industries were generally inward facing.

- Which practices may be able to be transferred between mental health research and software engineering?

Identified practices that are currently present within software engineering that may be of benefit to mental health research include modelling techniques for communication purposes and practices for handling time constraints. Identified practices that are currently present within mental health research that may be of benefit to software engineering research include scientific approaches to development and evaluation.

6.2 Future Research Directions

There are several avenues for future work that can be derived from an exploratory study such as this. Firstly the existing attitudes towards interdisciplinary collaboration within software engineering must be investigated in order to understand why the discipline has been so historically inward focussed. This information can lead to an answer about what action can be taken in order to promote a more interdisciplinary and collaborative perspective within the software engineering discipline.

Secondly, several areas for further interdisciplinary research between software engineering and mental health have been identified through the findings of the case study. Future studies could include the feasibility of software engineering adopting scientific approaches to development and evaluation, as led by mental health research. Conversely, research could be undertaken investigating the adoption of modelling techniques as well as practices for handling time constraints from software engineering within the discipline of mental health research. These were areas identified by participants of the case study, however as seen in Chapter 5, several other areas for interdisciplinary collaboration were also identified by participants, and these too present potential research opportunities.

Thirdly, the hypothetical models created throughout the case study could be verified or refuted based on further investigation. If found to be an accurate representation of the way agile or CBPR are currently operating, these could help form part of a theory surrounding these practices.
Conclusion and Future Work

Fourthly, there exists an opportunity to further refine the general systems model created in Chapter 3 of this thesis. Notable improvements that were recommended by case study participants included the addition of back links and inter-process loops, as well as adding time and organisational support as constraints on the system.

Finally, there exists an opportunity to further explore interdisciplinary approaches to research within software engineering, mental health research as well as outside of these disciplines. The research in this thesis has demonstrated that the themes of the literature do not always reflect the attitudes of the research community. Many comments were given by participants about the silo-based nature of their research area, and thus an opportunity to try to break down some of these barriers follows the work presented in this thesis.

6.3 Conclusions

This study has addressed the historically inward facing nature of software engineering and demonstrated not only the feasibility of interdisciplinary collaboration, but also several interdisciplinary areas from which software engineering may be able to learn. It has been demonstrated that contrary to the trends of software engineering literature, software engineers are not necessarily averse to adopting an interdisciplinary perspective. Through the use of a case study, it has been demonstrated that the practices within software engineering and mental health research are more similar than initially thought, and from this research, several areas for potential knowledge sharing have been identified. This work demonstrates the strength of adopting an interdisciplinary, collaborative attitude to research.

The work presented in this project has implications for the future directions of software engineering, particularly for software engineering research. It has been demonstrated that not only is interdisciplinary learning for the purposes of improving practices feasible, but that it is an area that is virtually untapped. By adopting an open mindset to interdisciplinary collaboration, software engineers can begin to look past the self-contained walls that the discipline has established for itself, and instead learn from the rich set of knowledge that lies beyond our disciplinary boundaries.
This Appendix serves to explain the change of direction the project experienced part way through the project period.

The initial plan for the project was to investigate the effectiveness of software engineering techniques in a non-software engineering context. The inherent complexity of software engineering was investigated, and it was decided that the project would find another discipline in which complexity was inherent in which to translate techniques from within this domain. Complexity would serve as the thread that tied these seemingly disconnected disciplines together.

An identified domain that was inherently complex was that of mental health. Several meetings were held with staff from the (former) Centre for Mental Health Research (CMHR, now National Institute of Mental Health Research, NIMHR) in order to discuss this topic. A project was designed around running experiments within a high school environment in order to compare how traditional methods for dealing with complexity faired against techniques used within software engineering. Techniques that were to be evaluated included the use of abstraction, modelling and an agile approach to development (such as the use of user stories and creating a walking skeleton, as used in SCRUM). The initial project proposal stated that the research for this question would be:

\textit{Can Software Engineering practices, methodologies and laws that address complexity be generalised and effectively applied to disciplines outside of Software Engineering?}

A draft ethics proposal was created for the project in consultation with the CMHR staff (however this draft proposal never made it to submission). The plan was that experiments would be run over the winter holiday period, and possibly into the beginning of the second semester.

During a meeting with the CMHR staff on the 9\textsuperscript{th} of May, a discussion regarding the processes and techniques used in agile software development was underway (for the purposes of identifying techniques that would be appropriate to be applied within schools), when one mental health researcher mentioned that agile was very similar to a practice currently being performed in mental health. A follow-up e-mail
exchange with Rebecca Randall of the CMHR identified that the practice being discussed was Community Based Participatory Design (Personal communication, 23rd May 2014). Investigation into this practice led to the overarching set of practices under the umbrella of Community Based Participatory Research (CBPR). Further investigation showed that the relationship between Community Based Participatory Design and CBPR was much like the relationship between SCRUM and agile software development.

Along with preparing for the upcoming experiments, further research was performed with regards to CBPR. An interesting phenomenon was occurring - the more investigation that was done on CBPR, the closer in design it seemed to be to agile software development (albeit, performed within a different context). However, despite extensive searches, there appeared to be no link between the two sets of practices in the literature.

Further discussions were had between the CMHR staff, and with the supervisors of this project, and there was no clear understanding or obvious reason for how this phenomenon came to be. This seemed very interesting, and raised questions regarding the fact that if we are doing our practices so similarly, was there potential for us to learn from one another (for example, sharing ‘lessons learned’, or mitigations for potential issues). There was no precedence for this multidisciplinary, multi-practice research within software engineering, however as this project was already established to cross interdisciplinary boundaries, it seemed like an appropriate candidate for researching these questions. The issue came in that there was not enough time in the project period to conduct both the original experiment, and investigate this interesting relationship between agile and CBPR.

The researcher consulted with the supervisors of this project, who advised that while it could put the project under time pressure, it was not uncommon for research projects to pursue interesting and emerging phenomena. After a meeting with the Research School of Computer Science’s Honours Convenor in late July, the researcher decided to change direction for the project towards the emerging relationship between agile and CBPR.

The major changes for the project included:

- Major focus shift, where now attention would go to comparing agile and CBPR;
- Rather than simply translating software engineering practices into another context, the emphasis would be on determining whether a two-way flow of knowledge with another discipline was possible
- Emphasis was put on the practices themselves rather than the abstract idea of ‘complex systems’, although those notions were not abandoned entirely
- Emphasis moved from validation of software engineering techniques to opportunities for interdisciplinary learning

Given the shortened time frame for the project, this meant that any case study that was to be performed had to be scaled down compared to the original plan. A new
project outline was drafted, and a new ethics protocol was created. A large part of the literature review also had to be re-written to fit in with the new project direction.

The researcher maintains the opinion that this change of direction strengthened the research component of the project, and as seen throughout the thesis, has provided the foundation for future interdisciplinary work to be performed within the discipline of software engineering.
Interdisciplinary Research within Software Engineering

Please see over for an annotated model of interdisciplinary work undertaken within Software Engineering to date.
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Case Study Information Sheet

Participant Information Sheet

**Researcher:**
My name is Damien Beard. I am a final year Software Engineering student in the Research School of Computer Science at the Australian National University undertaking an individual research project resulting in a thesis. My principal supervisors are Dr Shayne Flint and Dr Ramesh Sankaranarayana.

**Project Title:**
Investigating complexity using Software Engineering Methods, with application to Mental Health Research

**General Outline of the Project:**
This project will be looking at the way Software Engineering practices deal with complex problems. The project will investigate whether these practices can be generalised and applied to an external domain to see if the practices within Software Engineering are applicable to other complex areas, or if they are constrained to being effective only within the domain of Software Engineering. This project is also investigating techniques for creating two-way flows of knowledge across disciplines and domains, including between Software Engineering and Mental Health Research. Data will be collected from interviews with Mental Health researchers and experts in Software Engineering and Psychology.

The data collected during this research will be presented in an Honours thesis with a chance of publication in a Software Engineering journal.

**Participant Involvement:**
- Participation in this study is entirely voluntary and participants may without any penalty, decline to take part or withdraw from the research at any time up until the submission of the Honours thesis without providing an explanation, or refuse to answer a question. Non-participation will not be held against any potential candidate for this study. If you do chose to withdraw from this study, your data will be destroyed.

- Participants will be asked questions as part of an interview based on current methods in their field of practice or research. The responses to these questions will be based on the participants’ personal opinions. If appropriate, participants may be welcomed to participate in a follow up interview, however there is no requirement for them to do so.

- Notes regarding the results of the interviews will collected by the primary investigator. Audio recording may also be used to record interviews, however such technology will be drawn to participants’ attention prior to the commencement of any interview, and will only be used with the participant’s consent.

- The research will take place in a classroom or office setting, either on or off the Australian National University campus. Interviews are expected to take between 45 and 60 minutes.

- The activities undertaken by participants may involve sensitive topics surrounding Mental Health and Mental Health Research. Participation is voluntary, and if participants feel discomfort or stress as a result of these activities they are encouraged to contact their local counselling service, or Lifeline Australia (whose details can be found under Queries and Concerns).
Confidentiality:
- Only my project supervisors and I will have access to the collected data.
- With regard to publication of results, participant information will be attributed by occupation only (e.g. ‘High School Teacher’), with participants being referenced by an unidentifiable pseudonym where necessary. No references will be made to participants’ names.
- Participants have the option to choose their desired level of attribution on the participant consent form.
- Confidentiality will be protected as far as the law allows.

Data Storage:
- Interview recordings will be stored at the Research School of Computer Science at the Australian National University for one year following any publications arising from this thesis in the office of my primary supervisor. After this time they will be destroyed.
- Interview transcripts and field notes from interviews will be stored on a password protected laptop for one year following any publications arising from this thesis. After this time they will be erased from the computer.

Queries and Concerns:
- If you require further information, please contact myself at u4847291@anu.edu.au or my primary supervisors Dr Shayne Flint and Dr Ramesh Sankaranarayana at Shayne.flint@anu.edu.au and ramesh@cs.anu.edu.au respectively.

Ethics Committee Clearance:
The ethical aspects of this research have been approved by the ANU Human Research Ethics Committee. If you have any concerns or complaints about how this research has been conducted, please contact:

Ethics Manager
The ANU Human Research Ethics Committee
The Australian National University
Telephone: +61 (0) 2 6125 3427
Email: Human.Ethics.Officer@anu.edu.au
Good morning/afternoon,

My name is Damien Beard, and I am a final year Software Engineering Student in the Research School of Computer Science at the Australian National University. I am currently undertaking an individual research project which will result in a thesis.

The focus of my project has been investigating the ways in which Software Engineering addresses complexity, including if and how these practices can be generalised in order to have cross-discipline application. This study includes investigating current practices in Software Engineering as well as other domains which address complex systems and problems. The focus has largely been on User-Driven, iterative processes.

As an expert in X, I was hoping that I may be able to interview you in order to gain some insight into your area, in the hope that we may be able to broaden our understanding of User-Driven, iterative processes across disciplines. It is our hope that we may be able to address what the key differences are across disciplines, as well as which practices seem particularly effective across different disciplines. We are hoping that by conducting this research, it will be possible to facilitate a two-way flow of knowledge across different disciplines and domains in order to improve the way complex problems are addressed.

If you are interested in this research and would like to learn more before considering participation, I will send you a Participant Information Sheet which includes details about my project, as well as a consent form which I will collect at the time of the interview.

Thank you for taking the time to read this e-mail, I truly appreciate it. If you are willing to be a participant in this study, or would like further information about this project, please feel free to e-mail me directly at u4847291@anu.edu.au.

Kind Regards,

Damien Beard
WRITTEN CONSENT for Participants for the study known as Investigating complexity using Software Engineering Methods, with application to Mental Health Research

Ethics protocol number: 2014/368

I have read and understood the Information sheet you have given me about the research project and I agree to participate in the project.

Signature:……………………………………………. Date…………………………………

YES ☐ NO ☐ I agree to this interview being audio taped

I agree to be identified in the following way

YES ☐ NO ☐ Occupation

YES ☐ NO ☐ Pseudonym

YES ☐ NO ☐ Complete confidentiality

Signature:……………………………………………. Date…………………………………
Software Engineering Interview Questions

- How much experience have you got in the discipline of Software Engineering?

- How much experience do you have with iterative development techniques such as Agile Programming?

- What is your understanding of how Agile was first conceptualised and developed? To the best of your knowledge, was there any influence from other disciplines in the creation of these techniques?

- What are the pain points in agile development? In your opinion what are the main reasons projects fail when using agile?

- What parts of Agile are directly based off existing Software Engineering research? How and why were these effective? In your opinion, do you think these practices could be generalised and translated into another discipline?

- Have a look at the simple Agile Diagram. From your experience, is there anything you would add (can be in your own notation)?

- Which parts of agile emphasise user engagement?

- Do you think that Agile is an effective technique for dealing with complexity? Why or why not?

- In your opinion, do you think other disciplines could benefit from using generalised, adapted practices and techniques from the Software Engineering domain?

- In your opinion, do you think that Software Engineering could benefit from using generalised, adapted practices and techniques from other disciplines?
Appendix F

Mental Health Interview Questions

- How much experience have you got with Mental Health Research?
- How much experience do you have with user-based, iterative research techniques such as Community Based Participatory Research?
- What is your understanding of how CBPR was first conceptualised and developed? To the best of your knowledge, was there any influence from other disciplines in the creation of these techniques?
- What are the pain points in CBPR? In your opinion what are the main reasons projects may not be successful when using CBPR?
- What parts of CBPR are directly based off existing Mental Health research? How and why were these effective? In your opinion, do you think these practices could be generalised and translated into another discipline?
- Have a look at the simple CBPR Diagram, generalised off one produced by the Young and Well CRC (2012). From your experience, is there anything you would add (can be in your own notation)?
- Which parts of CBPR emphasise user engagement the most, or in your experience is it pretty uniform throughout the whole process?
- Do you think that CBPR is an effective technique for dealing with complexity? Why or why not?
- In your opinion, do you think other disciplines could benefit from using generalised, adapted practices and techniques from the Mental Health Research domain?
- In your opinion, do you think that Mental Health Research could benefit from using generalised, adapted practices and techniques from other disciplines?
Appendix G

Systems model for Software Engineering Interviews
Appendix H

Systems model for Mental Health Interviews
Initial Coding Schema from Open Coding Activities

The set of codes presented in this Appendix are the result of open coding across the case study data set. These are the raw codes that were iteratively merged throughout the axial coding process.

I.1 Software Engineering Open Codes

- Agile
  - Iterative has always been done
  - Requirements volatility
  - Communication
  - Communication Barriers
  - Dealing with Complexity
  - Issues
    * Lack of Understanding
    * Lack of Documentation
    * Adherence to strict timeframes
    * Attitude of Development Team
    * Danger of unengaged client
    * Culture & management support
    * People averse to change
  - Loops within Loops
  - Chaos
  - Prototyping
  - User Engagement
  - Customer Involvement
– Model Development
– Requirements
– Management of documentation
– Mechanism for quality
– Catering for code-hackers
– Agile Research
– Software Engineering Research
– Budget
– Benefits
– Rework
– Project Scope
– Planning
– Project Failure
– Customer Engagement
– Stakeholder identification
– Effective for non-functional requirements
– Effectiveness dependent on experience of practitioners
– Importance of attitude and culture
– Effective for co-location
– Planning
– Evaluation
– Complexity
  * Effective at dealing with Complexity
  * Not effective at dealing with complexity
– Benefits of automation
– Good for learning

• Interdisciplinary approaches
  – Push-out
    * Agile to education
    * Software engineering in education
    * Problem representation
    * Modelling
    * Law enforcement
    * Agile will only work in environments with open minded people
    * Electronics
I.2 Mental Health Open Codes

- Large scale infrastructure
  - Pull-in
    - Automation from manufacturing
    - Adopting Scientific approaches
    - Recognition of certification
    - Emphasis on training programs
    - Currently using Project Management techniques from outside of SE
    - Standardisation and model driven development from architecture
  - Software Engineering silo based

I.2 Mental Health Open Codes

- CBPR
  - Importance of culture
  - Time constraints
  - Budget constraints
  - Helps understand requirements
  - Complexity
  - Organically grown
  - User Engagement
    - Testing
    - Design
    - Planning
    - Remaining Issues
    - Requirements
    - Implementation
    - Evaluation
  - User Participation
  - Loops within Loops
  - CBPR embraces complexity
  - Generates creativity amongst users
  - Provides users with sense of ownership
  - Simplification of design process
  - Diversity of stakeholders
  - Effective stakeholder identification
  - Strong consumer focus
- Dependent on stakeholder engagement
- Execution not always as per general CBPR model in practice
- Issues
  * Culture Challenges
  * Lack of Understanding
  * Lack of education
  * Stakeholder management
  * Understanding Requirements
  * Management Support
  * Time constraints within iterations (over budget)
  * Communication with users
  * Providing feedback
  * User engagement
  * Access to stakeholders
  * Balancing Requirements with feasibility
  * Conflicting Requirements
- Focus is on delivery of high quality services

- Interdisciplinary approaches
  - Push out
    * Other health disciplines
    * Peer support programs
    * Market Researchers
    * Science and evidence based approaches
    * Rigorous, scientific evaluations of projects
    * Knowledge sharing through documentation
  - Pull in
    * Technology for health promotion
    * Open minded but unaware
  - Silo based
Results of cluster analysis on open codes

See over for the results of performing a cluster analysis across the software engineering open codes and mental health open codes respectively. These analyses were performed prior to axial coding, using the qualitative analysis software NVivo.
Results of cluster analysis on open codes
Results of cluster analysis on open codes
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